**T.Y.B.B.A.(CA) Semester- V**

**2020-21**

**Lab Book**

**(Python Programming)**

**Roll No: 15**

**Name: Aryaman Satish Kamat**

**Table of contents**

**Exercise 1: Introduction to Basic Python**

**Exercise 2: Working with Strings and List**

**Exercise 3: Working with Tuples, Sets and Dictionaries**

**Exercise 4: Working with Functions, Modules and Packages**

**Exercise 5: Python Classes and Objects**

**Exercise 6: Inheritance**

**Exercise 7: Exception Handling**

**Exercise 8: Python GUI Programming using Tkinter**

**Assignment Completion Sheet**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. No** | **Assignment** | **Marks**  **(out of 5)** | **Teacher**  **Sign** |
| **1** | **Introduction to Basic Python** |  |  |
| **2** | **Working with Strings and List** |  |  |
| **3** | **Working with Tuples, Sets and Dictionaries** |  |  |
| **4** | **Working with Functions, Modules and Packages** |  |  |
| **5** | **Python Classes and Objects** |  |  |
| **6** | **Inheritance** |  |  |
| **7** | **Exception Handling** |  |  |
| **8** | **Python GUI Programming using Tkinter** |  |  |
| **Total (out of 40)** | |  |  |
| **Total (out of 10)** | |  |  |

**Exercise 1: Introduction to Basic Python**

**Basic Python:**

Python is an interpreted high-level programming language for general-purpose programming. Python features a dynamic type system and automatic memory management. It supports multiple programming paradigms, including object-oriented, imperative, functional and procedural, and has a large and comprehensive standard library.

# How to Install Python (Environment Set-up):

In order to become Python developer, the first step is to learn how to install or update Python on a local machine or computer. Now, we will discuss the installation of Python on windows operating systems.

Visit the link <https://www.python.org/downloads/> to download the latest release of [Python](https://www.javatpoint.com/python-tutorial). In this process, we will install Python 3.8.6 on our [Windows operating system](https://www.javatpoint.com/windows). When we click on the above link, it will bring us the following page.

**Step - 1: Select the Python's version to download.**

Click on the download button.
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**Step - 2: Click on the Install Now**

Double-click the executable file, which is downloaded; the following window will open. Select Customize installation and proceed. Click on the Add Path check box, it will set the Python path automatically.
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We can also click on the customize installation to choose desired location and features. Other important thing is install launcher for the all user must be checked.

**Step - 3 Installations in Process**
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**Starting the Interpreter:**

After installation, the python interpreter lives in the installed directory. By default it is /usr/local/bin/python. X in Linux/Unix and C:\PythonXX in Windows, where the 'X' denotes the version number. To invoke it from the shell or the command prompt we need to add this location in the search path. Search path is a list of directories (locations) where the operating system searches for executables.

For example,

In Windows command prompt, we can type set path=%path%;c:\python33 (python33 means version 3.3, it might be different in your case) to add the location to path for that particular session.

**Python Use:**

Python is used by hundreds of thousands of programmers and is used in many places. Python has many standard library which is made up of many functions that come with Python when it is installed. On the Internet there are many other libraries available that make it possible for the Python language to do more things. These libraries make it a powerful language; it can do many different things.

Some things that Python is often used for are:

* Web development
* Game programming
* Desktop GUIs
* Scientific programming
* Network programming.

**First Python Program:**

This is a small example of a Python program. It shows "Hello World!" on the screen. Type the following code in any text editor or an IDE and save as helloWorld.py

print("Hello world!")

Now at the command window, go to the location of this file. You can use the cd command to change directory. To run the script, type python helloWorld.py in the command window. We should be able to see the output as follows:

Hello world!

**Immediate/Interactive mode:**

Typing python in the command line will invoke the interpreter in immediate mode. We can directly type in Python expressions and press enter to get the output.

>>> is the Python prompt. It tells us that the interpreter is ready for our input. Try typing in 1 + 1 and press enter. We get 2 as the output. This prompt can be used as a calculator. To exit this mode type exit() or quit() and press enter.

Type the following text at the Python prompt and press the Enter

>>> print "Hello World"

**2. Script Mode Programming**

Invoking the interpreter with a script parameter begins execution of the script and continues until the script is finished. When the script is finished, the interpreter is no longer active.

Let us write a simple Python program in a script. Python files have extension .py. Type the

following source code in a test.py file −

print"Hello World"

We assume that you have Python interpreter set in PATH variable. Now, try to run this program as follows −

$ python test.py

This produces the following result −

Hello, Python!

**3. Integrated Development Environment (IDE)**

We can use any text editing software to write a Python script file.

We just need to save it with the .py extension. But using an IDE can make our life a lot easier. IDE is a piece of software that provides useful features like code hinting, syntax highlighting and checking, file explorers etc. to the programmer for application development. Using an IDE can get rid of redundant tasks and significantly decrease the time required for application development.

IDEL is a graphical user interface (GUI) that can be installed along with the Python programming language and is available from the official website. We can also use other commercial or free IDE according to our preference, the PyScripter IDE can be used for testing. It is free and open source.

**Python Comments:**

In Python, there are two ways to annotate your code.

Single-line comment – Comments are created simply by beginning a line with the hash (#) character, and they are automatically terminated by the end of line.

For example:

#This would be a comment in Python

**Multi-line comment:**

Multi lined comment can be given inside triple quotes.

‘’’This is

example of

multiline comments ‘’’

**Indentation:**

Most of the programming languages like C, C++, Java use braces { } to define a block of code. Python uses indentation. A code block (body of a function, loop etc.) starts with indentation and ends with the first unindented line. The amount of indentation is up to you, but it must be consistent throughout that block. The enforcement of indentation in Python makes the code look neat and clean. This results into Python programs that look similar and consistent. In Python, indentation is used to declare a block. If two statements are at the same indentation level, then they are the part of the same block.

**Standard Data Types**

Python has five standard data types −

* Numbers
* String
* List
* Tuple
* Dictionary

**Python Numbers**: Integers, floating point numbers and complex numbers falls under Python numbers category. They are defined as int, float and complex class in Python.

Python supports four different numerical types

* int (signed integers)
* long (long integers, they can also be represented in octal and hexadecimal)
* float (floating point real values)
* complex (complex numbers)

**Python Strings**: Strings in Python are identified as a contiguous set of characters represented in the quotation marks. Python allows for either pairs of single or double quotes.

Example: str=’Hello all’

**Python Lists :**

Lists are the most versatile of Python's compound data types. A list contains items can be of

different data types separated by commas and enclosed within square brackets ([]).

list\_obj=['table', 59 ,2.69,“chair”]

**Python Tuples:**

A tuple is another sequence immutable data type that is similar to the list. A tuple consists of a number of values separated by commas and enclosed in parentheses ( ( ) ).

Example:

tuple\_obj=(786,2.23, “college” )

**Python Dictionary**

Python's dictionaries are kind of hash table type. They work like associative arrays or hashes found in Perl and consist of key-value pairs.

Dictionaries are enclosed by curly braces ({ })

Example:dict\_obj={'roll\_no': 15,'name':’xyz’,'per': 69.88}

**Python Operators:**

Python language supports the following types of operators.

* Arithmetic Operators
* Comparison (Relational) Operators
* Assignment Operators
* Logical Operators
* Bitwise Operators
* Membership Operators
* Identity Operators

Arithmetic, logical, Relational operators supported by Python language are same as other languages like C,C++.

**i. Arithmetic Operators**:

The new arithmetic operators in python are,

a) \*\* (Exponent )- Performs exponential (power) calculation on operators

Example: a\*\*b =10 to the power 20

b) // (Floor Division) - The division of operands where the result is the quotient in which

the digits after the decimal point are removed. But if one of the operands is negative, the

result is floored, i.e., rounded away from zero (towards negative infinity)

Example: 9//2 = 4 and 9.0//2.0 = 4.0, -11//3 = -4, -11.0//3 = -4.0

**ii. Logical operators :**

Logical operators are the and, or, not operators.

a) and - True if both the operands are true

b) or - True if either of the operands is true

c) not - True if operand is false (complements the operand)

**iii. Relational / Comparison operators** :

== (equal to), != (not equal to ), < (less than),<= (Less than or equal to ), > (greater than)

and >= (Greater than or equal to) are same as other language relational operators.

The new relational operator in python is, <>- If values of two operands are not equal, the condition becomes true.

Example: (a <> b) is true. This is similar to != operator.

**iv. Assignment Operators**: The following are assignment operators in python which are

same as in C, C++.

=, +=, - =, \*=, /=, %=, \*\*=, //=

**v. Bitwise Operators**:The following are bitwise operators in python which are same as in

C,C++. &(bitwise AND), |(bitwise OR) ,^ (bitwise XOR),~ (bitwise NOT ),<<( bitwise left

shift ), >>( bitwise right shift )

**vi. Membership operators :**

in and not in are the membership operators; used to test whether a value or variable is in a

sequence.

in - True if value is found in the sequence

not in - True if value is not found in the sequence

**vii. Identity operators** :

is and is not are the identity operators both are used to check if two values are located on the

same part of the memory. Two variables that are equal does not imply that they are identical.

is - True if the operands are identical

is not - True if the operands are not identical

**Decision making Statement:**

Python programming language provides following types of decision making statements.

i. **If statement**: It is similar to that of other languages

Syntax

if expression:

statement(s)

ii**. IF...ELIF...ELSE** Statements:

Syntax

if expression:

statement(s)

else:

statement(s)

iii. **nested IF** statements:

In a nested if construct, you can have an if...elif...else construct inside

another if...elif...else construct.

Syntax

if expression1:

statement(s)

elif expression2:

statement(s)

elif expression3:

statement(s)

else:

statement(s)

**Python Loops:**

i. **while loop:**

A while loop statement in Python programming language repeatedly executes a target

statement as long as a given condition is true.

Syntax

while expression:

statement(s)

Example:

count=0

while(count <3):

print('The count is:', count)

count= count +1

ii**. for loop:**

It has the ability to iterate over the items of any sequence, such as a list or a string.

Syntax

for iterating\_var in sequence:

statements(s)

Example:

for x in'Hi':

print x

**Command Line Arguments:**

You can get access to the command line parameters using the sys module. len(sys.argv) contains the number of arguments. To print all of the arguments simply execute str(sys.argv)

import sys

print('Arguments:', len(sys.argv))

print('List:', str(sys.argv))

**Python Input and Output:**

The functions like input() and print() are widely used for standard input and output operations respectively.

**Python Output Using print() function:**

We use the print() function to output data to the standard output device (screen).

For example

>>>print(“Python is very easy”) Output: Python is very easy

>>> a=5

>>> print(“The value of a is “,a) Output: The value of a is 5

In the second print() statement, we can notice that a space was added between the string and the value of variable a. This is by default. The actual syntax of the print() function is

print(\*objects, sep=' ', end='\n', file=sys.stdout, flush=False)

Here, objects is the value(s) to be printed.

The sep separator is used between the values. It defaults into a space character.

After all values are printed, end is printed. It defaults into a new line.

The file is the object where the values are printed and its default value is sys.stdout (screen).

>>>print(1,2,3,4) output: 1 2 3 4

>>>print(1,2,3,4,sep='\*') Output:1\*2\*3\*4

>>>print(1,2,3,4,sep='#',end='&') Output: 1#2#3#4&

**Python Input:** The function input() is used to accept the input from user Syntax of input function is input(string)

Eg. >>>num=input(“Enter any number=“)

>>> print(num)

Output: Enter any number=10

10

In python each input is accepted in the form of string. To convert it into number we can use int() or float() function

Eg. >>>num1=int(input(“Enter any Number”))

>>>num2=float(input(“Enter anyNumber”))

**Assignments:**

**Practice Set:**

1. A cashier has currency notes of denomination 1, 5 and 10. Write python script to accept the amount to be withdrawn from the user and print the total number of currency notes of each denomination the cashier will have to give.
2. Write a python script to accepts annual basic salary of an employee and calculates and displays the Income tax as per the following rules.

Basic: < 2,50,000 Tax = 0

Basic: 2,50,000 to 5,00,000 Tax = 10%

Basic: > 5,00,000 Tax = 20

1. Write python script to accept the x and y coordinate of a point and find the quadrant in which the point lies.
2. Write a python script to accept the cost price and selling price from the keyboard. Find out if the seller has made a profit or loss and display how much profit or loss has been made.

**Set A:**

1. Write python script to calculate sum of digits of a given input number.
2. Write python script to check whether a input number is Armstrong number or not.
3. Write python script to check whether a input number is perfect number of not.
4. Write a program to calculate XY
5. Write a program to check whether a input number is palindrome or not.
6. Write a program to calculate sum of first and last digit of a number.

**Set B:**

1. Write a program to accept a number and count number of even, odd, zero digits within that number.
2. Write a program to accept a binary number and convert it into decimal number.
3. Write a program which accepts an integer value as command line and print “Ok” if value is between 1 to 50 (both inclusive) otherwise it prints ”Out of range”
4. Write a program which accept an integer value ‘n’ and display all prime numbers till ‘n’.
5. Write python script to accept two numbers as range and display multiplication table of all numbers within that range.

**Set C:**

1. Write a python script to generate the following pattern up to n lines

1

1 2 1

1 2 3 2 1

1 2 3 4 3 2 1

**Assignment Evaluation**

**0: Not Done [ ] 1: Incomplete [ ] 2: Late Complete [ ]**

**3: Need Improvement [ ] 4: Complete [ ] 5: Well Done [ ]**

**Signature of the Instructor**

**Exercise 2: Working with String and List**

**Python String:**

In python string is sequence of characters enclosed either in single, double or triple quotes

Ex. str1=“Python”; str2=‘Hi’; str3=‘‘‘Hi’’’;

String “Python” will be stored from index 0 as shown in following figure

0 1 2 3 4 5

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ***P*** | **y** | **t** | **h** | **o** | **n** |

Following are the methods of accessing string in python

>>>print(str1) #output: Python

>>>print(str1[0]) #output: P

>>>for i in str:

print(i,end=“ “) #output: P y t h o n

>>>for i in range(len(str1)):

print(str1[i],end=“ “) #output: P y t h o n

**Types of Strings:**

There are two types of Strings supported in Python:

1. Single line String- Strings that are terminated within a single line are known as Single line Strings.

Eg:>>> text1=‘hello’

1. Multi line String: A piece of text that is spread along multiple lines is Multiple line String.

There are two ways to create Multiline Strings:

1. Adding black slash at the end of each line.

Eg: >>> text1='hello\

user'

>>> text1   #output: hellouser

1. Using triple quotation marks:

Eg: >>> str2='''welcome

to

SSSIT'''

>>> print str2

# output: welcome

to

SSSIT

**String Operators:**

1. + : It is concatenation operator used to connect two strings

Ex: str1=“Hi”; str2=“Hello”;

print(str1+str2) #output: HiHello

print(str2+str1) #output: HelloHi

1. \* : It is repetition operator used to connect multiple copies of the same string with itself

Ex: str=“Python”

print(str\*3) #output: PythonPythonPython

1. [ ] : It is slice operator used to access character of a string from specific index

Ex: print(str[4]) #output: o

1. [:] :It is called as rang slice operator used to access substring of string from the specific range

Ex: print(str[2:4]) #output: th

1. **in:** It is membership operator which return True if substring is available in specified string, False otherwise

Ex. str=“Python”;

print(“th” in str) #output: True

print(“a” in str) #output: False

1. **not in:** it is also membership operator which return true if a substring does not available in specified string, True otherwise

Ex. print(“Py” not in str) #output: False

print(“xyz” not in str) #output: True

1. **r/R:** It is used to specify raw string. Raw string are string which treat backslash(\) as a string literal.

Ex. Print(“Hi\nHello”) #output: Hi

Hello

print(r”Hi\nHello”) #output: Hi\nHello

**Escape Characters:**

Following table is a list of escape or non-printable characters that can be represented with

backslash notation.

An escape character gets interpreted; in a single quoted as well as double quoted strings.

|  |  |
| --- | --- |
| Backslash | Notation |
| \a | Bell or alert |
| \b | Backspace |
| \cx or \C-x | Control-x |
| \f | Formfeed |
| \M-\C-x | Meta-Control-x |
| \n | Newline |
| \r | Carriage return |
| \s | Space |
| \t | tab |
| \nnn | Octal notation, where n is in the range 0.7 |
| \v | Vertical tab |
| \x | Character x |

**Built in string Methods:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [capitalize()](https://www.w3schools.com/python/ref_string_capitalize.asp) | Converts the first character to upper case |
| [casefold()](https://www.w3schools.com/python/ref_string_casefold.asp) | Converts string into lower case |
| [center()](https://www.w3schools.com/python/ref_string_center.asp) | Returns a centered string |
| [count()](https://www.w3schools.com/python/ref_string_count.asp) | Returns the number of times a specified value occurs in a string |
| [encode()](https://www.w3schools.com/python/ref_string_encode.asp) | Returns an encoded version of the string |
| [endswith()](https://www.w3schools.com/python/ref_string_endswith.asp) | Returns true if the string ends with the specified value |
| [expandtabs()](https://www.w3schools.com/python/ref_string_expandtabs.asp) | Sets the tab size of the string |
| [find()](https://www.w3schools.com/python/ref_string_find.asp) | Searches the string for a specified value and returns the position of where it was found |
| [format()](https://www.w3schools.com/python/ref_string_format.asp) | Formats specified values in a string |
| format\_map() | Formats specified values in a string |
| [index()](https://www.w3schools.com/python/ref_string_index.asp) | Searches the string for a specified value and returns the position of where it was found |
| [isalnum()](https://www.w3schools.com/python/ref_string_isalnum.asp) | Returns True if all characters in the string are alphanumeric |
| [isalpha()](https://www.w3schools.com/python/ref_string_isalpha.asp) | Returns True if all characters in the string are in the alphabet |
| [isascii()](https://www.w3schools.com/python/ref_string_isascii.asp) | Returns True if all characters in the string are ascii characters |
| [isdecimal()](https://www.w3schools.com/python/ref_string_isdecimal.asp) | Returns True if all characters in the string are decimals |
| [isdigit()](https://www.w3schools.com/python/ref_string_isdigit.asp) | Returns True if all characters in the string are digits |
| [isidentifier()](https://www.w3schools.com/python/ref_string_isidentifier.asp) | Returns True if the string is an identifier |
| [islower()](https://www.w3schools.com/python/ref_string_islower.asp) | Returns True if all characters in the string are lower case |
| [isnumeric()](https://www.w3schools.com/python/ref_string_isnumeric.asp) | Returns True if all characters in the string are numeric |
| [isprintable()](https://www.w3schools.com/python/ref_string_isprintable.asp) | Returns True if all characters in the string are printable |
| [isspace()](https://www.w3schools.com/python/ref_string_isspace.asp) | Returns True if all characters in the string are whitespaces |
| [istitle()](https://www.w3schools.com/python/ref_string_istitle.asp) | Returns True if the string follows the rules of a title |
| [isupper()](https://www.w3schools.com/python/ref_string_isupper.asp) | Returns True if all characters in the string are upper case |
| [join()](https://www.w3schools.com/python/ref_string_join.asp) | Converts the elements of an iterable into a string |
| [ljust()](https://www.w3schools.com/python/ref_string_ljust.asp) | Returns a left justified version of the string |
| [lower()](https://www.w3schools.com/python/ref_string_lower.asp) | Converts a string into lower case |
| [lstrip()](https://www.w3schools.com/python/ref_string_lstrip.asp) | Returns a left trim version of the string |
| [maketrans()](https://www.w3schools.com/python/ref_string_maketrans.asp) | Returns a translation table to be used in translations |
| [partition()](https://www.w3schools.com/python/ref_string_partition.asp) | Returns a tuple where the string is parted into three parts |
| [replace()](https://www.w3schools.com/python/ref_string_replace.asp) | Returns a string where a specified value is replaced with a specified value |
| [rfind()](https://www.w3schools.com/python/ref_string_rfind.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rindex()](https://www.w3schools.com/python/ref_string_rindex.asp) | Searches the string for a specified value and returns the last position of where it was found |
| [rjust()](https://www.w3schools.com/python/ref_string_rjust.asp) | Returns a right justified version of the string |
| [rpartition()](https://www.w3schools.com/python/ref_string_rpartition.asp) | Returns a tuple where the string is parted into three parts |
| [rsplit()](https://www.w3schools.com/python/ref_string_rsplit.asp) | Splits the string at the specified separator, and returns a list |
| [rstrip()](https://www.w3schools.com/python/ref_string_rstrip.asp) | Returns a right trim version of the string |
| [split()](https://www.w3schools.com/python/ref_string_split.asp) | Splits the string at the specified separator, and returns a list |
| [splitlines()](https://www.w3schools.com/python/ref_string_splitlines.asp) | Splits the string at line breaks and returns a list |
| [startswith()](https://www.w3schools.com/python/ref_string_startswith.asp) | Returns true if the string starts with the specified value |
| [strip()](https://www.w3schools.com/python/ref_string_strip.asp) | Returns a trimmed version of the string |
| [swapcase()](https://www.w3schools.com/python/ref_string_swapcase.asp) | Swaps cases, lower case becomes upper case and vice versa |
| [title()](https://www.w3schools.com/python/ref_string_title.asp) | Converts the first character of each word to upper case |
| [translate()](https://www.w3schools.com/python/ref_string_translate.asp) | Returns a translated string |
| [upper()](https://www.w3schools.com/python/ref_string_upper.asp) | Converts a string into upper case |
| [zfill()](https://www.w3schools.com/python/ref_string_zfill.asp) | Fills the string with a specified number of 0 values at the beginning |

**Python List:**

A list can be defined as a collection of values or items of different types.

The items in the list are separated with the comma (,) and enclosed with the square brackets [].

Ex. >>> List=[10,20,"Hi","Hello",4.5]

>>> print(List) #output: [10, 20, 'Hi', 'Hello', 4.5]

>>> for i in List:

print(i,end=" “) #output: 10 20 Hi Hello 4.5

>>> for i in range(len(List)):

print(List[i],end=" “) #output: 10 20 Hi Hello 4.5

>>>print("%d,%d,%s,%s,%f"%(List[0], List[1], List[2], List[3], List[4]))

#output: 10,20,Hi,Hello,4.500000

**List indexing and splitting:**

The elements of the list can be accessed using the slice operator [].

The index starts from 0 and goes to length - 1. The first element of the list is stored at the 0th index, the second element of the list is stored at the 1st index, and so on.

Consider the following example.
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The negative indices are counted from the right.

The last element (right most) of the list has the index -1, its adjacent left element is present at the index -2 and so on until the left most element is encountered.
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Ex. >>> print(List[-1]) #output: 5

**Updating List Values:** List values can be updated by using the slice and assignment operator.

Ex. >>>list=[1,2,3,4]

>>>print(list) #: [1,2,3,4]

>>>list[2]=45

>>>print(list) #:[1,2,45,4]

>>>list[1:3]=[55,56]

>>>print(list) #:[1,55,56,4]

**Deleting List Element:**

The list elements can be deleted by using the del keyword.

>>> list=[10,20,30,40]

>>> print(list) #[10, 20, 30, 40]

>>> del list[0]

>>> print(list) # [20, 30, 40]

>>> del list[2]

>>> print(list) # [20, 30]

**Python List Operator:**

The concatenation (+) and repetition (\*) operator work in the same way as they were working with the strings.

Ex. >>>L1=[10,20,30];

>>>L2=[40,50]

>>>print(L1\*2) #[10,20,30,10,20,30]

>>>print(L1+L2) #[10,20,30,40,50]

Membership operator in and not in can also be used to perform operation on list

Ex. >>>L1=[10,20,30]

>>> print (20 in L1) #True

>>>print (40 in L1) #False

>>>print(50 not in L1) #True

>>>print(30 not in L1) #False

**Adding elements to the list:**

* Python provides append() function by using which we can add an element to the list. However, the append() method can only add the value to the end of the list.
* Ex.>>>L1.append(40)

>>>print(L1) #[10,20,30,40]

**Removing specific elements from the list:**

* remove() method is used to delete specific element for list

Ex. >>>L1=[10,20,30]

>>>print(L1) # [10,20,30]

>>> L1.remove(20)

>>>print(L1) #[10,30]

**Python List Built-in functions:**

1. cmp(list1, list2): used to compare two list. The function return 0 if both the list are same,-1 otherwise

Ex. >>>L1=[10,20]; L2=[20,30]; L3=[10,20]

>>>cmp(L1,L2) # -1

>>>cmp(L1,L3) # 0

1. len(list): It is used to calculate the length of the list.

>>>print(len(L1)) # 2

1. max(list): It returns the maximum element of the list.
2. min(list): It returns the minimum element of the list.

Ex. >>>L1=[16,3,24,12]

>>>print(max(L1)) #24

>>>print(min(L1)) # 3

1. list(seq): It converts any sequence to the list.

Ex. >>>str=“Python”

>>>L1=list(str)

>>>print(L1) #[‘P’,’y’,’t’,’h’,’o’,’n’]

1. list.count(obj.): It returns the number of occurrences of the specified object in the list.

Ex. >>>L1=[10,20,40,10,20]

>>>print(L1.count(20)) #2

1. list.extend(seq): The sequence represented by the object seq is extended to the list.

Ex. >>> L1=[10,20]; str=“abc”

>>>print(L1) #[10,20]

>>>print(L1.extend(str)) #[10,20,’a’,’b’,’c’]

1. list.index(obj): It returns the lowest index in the list that object appears.

Ex. >>>L1=[10,20,30,20]

>>> print(L1.index(20)) # 1

1. list.insert(index, obj): The object is inserted into the list at the specified index.

Ex >>>L1=[10,20,30]

>>>L1.insert(2,40)

>>>print(L1) #[10,20,40,30]

1. list.pop(): It removes and returns the last object of the list.

Ex >>>L1=[10,20,30]

>>print(L1.pop()) #30

1. list.reverse(): It reverses the list.

Ex. >>>print(L1.reverse()) # [30 20 10]

1. list.sort(): It sorts the list

**Indexing, Slicing:**

we will focus on indexing and slicing operations over Python’s lists.

**Indexing:**

In Python, list is just like arrays in other scripting languages. It allows you to store set of items in one place and access an item by its index. In python list, index starts form 0

Ex. City=[‘Pune’, ’Mumbai’, ‘Nasik’, ‘Nagpur’]

Each item in the list have value and index. First value of the list city is ‘Pune’ having index 0, second item in the list is ‘Mumbai’ having index 1 and so on

To accsess the element by index we use square brackets

>>> print(city[0], city[2]) #’Pune’ ‘Nasik’

**Negative indexing:**

Python list also support negative indexing system.

In negative indexing system last element of the list corresponds to index -1, second last element correspond to -2 and so on

>>> print(city[-1],city[-2]) # ‘Nagpur’ ‘Nasik’

Indexing not only used for accessing the content of a list but also it is possible to change list content using an assignment operation

Ex. >>> print(city) #[‘Pune’, ’Mumbai’, ‘Nasik’, ‘Nagpur’]

>>> city[0]=“Pimpri’

>>>print(city) #[‘Pimpri’, ’Mumbai’, ‘Nasik’, ‘Nagpur’]

>>> city[-1]=‘Jalgaon’

>>> print(city) #[‘Pimpri’, ’Mumbai’, ‘Nasik’, ‘Jalgaon’]

**Deletion:**

We can also easily delete any element from the list by using indexing and del statement

Ex. >>>print(city) #[‘Pune’, ’Mumbai’, ‘Nasik’, ‘Nagpur’]

>>> del city[0]

>>> print(city) #[’Mumbai’, ‘Nasik’, ‘Nagpur’]

>>> del city(-2)

>>> print(city) #[’Mumbai’,‘Nagpur’]

**Slice Notation:**

As it was shown, indexing allows you to access/change/delete only a single cell of a list.

Using slice notation we can access/change/delete sublist of the list.

The full slice syntax is [start: stop: step]

Start refers to the index of the element which is used as a start of our slice.

Stop refers to the index of the element we should stop just before to finish our slice.

Step allows you to take each nth-element within a start: stop range.

Ex. >>>L=[10,20,30,40,50,60,70,80]

>>>print(L[2:6]) # [30,40,50,60]

>>>print(L[:4]) #[10,20,30,40]

>>>print(L[0:]) #[10,20,30,40,50,60,70,80]

>>>print(L[:]) #[10,20,30,40,50,60,70,80]

>>>print(L[-6:4]) #[30,40]

>>>print(L[-3:]) #[60,70,80]

>>>print(L[1:-1]) #[20,30,40,50,60,70]

>>>print(L[-5:-2]) #[40,50,60]

>>>print(L[1:8:2]) #[20,40,60]

>>>print(L[: :3]) #[10,30,60]

>>>print(L[-2:1:-3]) #[70,40]

**Slicing and Coping List:**

>>>L1=[10,20,30,40,50,60]

>>>L2=L1[1:4]

>>>print(L2) #[20,,30,40]

**Slice Assignment:**

>>>L1[:3]=[7,8,9]

>>>print(L1) #[7,8,9,40,50,60]

**Replace and Resize part of the list:**

It’s also possible to replace a bigger chunk with a smaller number of items:

>>>L1=[10,20,30,40,50,60]

>>>L1[:3]=[1]

>>>print(L1) #[1,40,50,60]

We can also replace part of list with bigger chunk

>>>L1=[10,20,30,40,50,60]

>>>L1[:3]=[6,7,8,9,25]

>>>print(L1) #[6,7,8,9,25,40,50,60]

**Slice Deletion:**

We can use del statement to remove a slice out of a list:

>>>L1=[10,20,30,40,50,60]

>>>del L1[2:5]

>>>print (L1) #[10,20,60]

* We can also provide step parameter to slice and remove each n-th element:

>>>L1=[10,20,30,40,50,60,70,80]

>>>del L1[ : : 2]

>>>print(L1) #[20,40,60,80]

**Assignments:**

**Practice Set**

1. Write a python script to create a list and display the list element in reverse order
2. Write a python script to display alternate characters of string from both the direction.
3. Write a python program to count vowels and consonants in a string.

**Set A**

1. Write a python script which accepts 5 integer values and prints “DUPLICATES” if any of the values entered are duplicates otherwise it prints “ALL UNIQUE”. Example: Let 5 integers are (32, 45, 90, 45, 6) then output “DUPLICATES” to be printed.
2. Write a python script to count the number of characters (character frequency) in a string. Sample String : google.com'. Expected Result : {'o': 3, 'g': 2, '.': 1, 'e': 1, 'l': 1, 'm': 1, 'c': 1}
3. Write a Python program to remove the characters which have odd index values of a given string.
4. Write a program to implement the concept of stack using list
5. Write a Python program to get a string from a given string where all occurrences of its first char have been changed to '$', except the first char itself. Sample String: 'restart' Expected Result : 'resta$t'

**Set B**

1. Write a Python program to get a string made of the first 2 and the last 2 chars from a given a string. If the string length is less than 2, return instead of the empty string.

Sample String : 'General12'

Expected Result : 'Ge12'

Sample String : 'Ka'

Expected Result : 'KaKa'

Sample String : ' K'

Expected Result : Empty String

1. Write a Python program to get a single string from two given strings, separated by a space and swap the first two characters of each string.

Sample String : 'abc', 'xyz'

Expected Result : 'xycabz'

1. Write a Python program to count the occurrences of each word in a given sentence.
2. Write a program to implement the concept of queue using list
3. Write a python program to count repeated characters in a string.

Sample string: 'thequickbrownfoxjumpsoverthelazydog'

Expected output:

o 4

e 3

u 2

h 2

r 2

t 2

**Set C:**

1. Write a binary search function which searches an item in a sorted list. The function should return the index of element to be searched in the list.

**Assignment Evaluation**

**0: Not Done [ ] 1: Incomplete [ ] 2: Late Complete [ ]**

**3: Need Improvement [ ] 4: Complete [ ] 5: Well Done [ ]**

**Signature of the Instructor**

**Assignment No. 3: Working With Tuples, Sets and Dictionaries**

**Python Tuple:**

A Tuple is a collection of Python objects separated by commas or written in round brackets.

Ex >>>T1=“Hi”, “Hello”

>>>print(T1) #output: ( ‘Hi’, ‘Hello’)

>>>T2=(10,20,4.5,”Monday”)

>>>print(T2) #output: (10,20,4.5,’Mondy’)

Tuples are sequences, just like lists. The differences between tuples and lists are, the tuples cannot be changed unlike lists and tuples use parentheses, whereas lists use square brackets.

>>>print(T1[0]) #’Hi’

>>>print(T1[-1]) #’Hello’

>>>T1[0]=“Bye” #Error

**Change Tuple Values:**

Once a tuple is created, you cannot change its values. Tuples are unchangeable, or immutable

For changing tuple values you can convert the tuple into a list, change the list, and convert the list back into a tuple.

Ex

>>>T1=(“Hi”, “Hello”) #Tuple T1

>>> T1[0]=“Bye” #Error

>>>T2=list(T1) #Converting Tuple T1 to list T2

>>>T2[0]=“Bye” #Updating List T2

>>>T1=tuple(T2) #Converting List T2 to tuple T1

>>>print(T1) #(‘Bye’, ‘Hello’)

The empty tuple is written as two parentheses containing nothing − >>> tup1 = ();

To write a tuple containing a single value you have to include a comma, even though there is only one value - >>>tup1 = (50,);

Like string indices, tuple indices start at 0, and they can be sliced, concatenated, and so on.

Different ways of accessing Tuple

>>>T1=(10,20,30,40)

>>>print(T1) #(10,20,30,40)

>>>print(T1[0]) #10

>>>for i in T1:

print(i,end= “ “) #10 20 30 40

>>>for i in range(len(T1)):

print(T1[i],end= “ “) #10 20 30 40

>>>print(“%f”%T1[0]) #10.000

**Python Tuple Operator:**

The concatenation (+) and repetition (\*) operator work in the same way as they were working with the strings.

Ex. >>>T1=(10,20,30);

>>>L2=(40,50)

>>>print(L1\*2) #(10,20,30,10,20,30)

>>>print(L1+L2) #(10,20,30,40,50)

Membership operator in and not in can also be used to perform operation on list

Ex. >>>T1=[10,20,30]

>>> print (20 in T1) #True

>>>print (40 in T1) #False

>>>print(50 not in T1) #True

>>>print(30 not in T1) #False

**Add Items:**

Once a tuple is created, you cannot add items to it. Tuples are unchangeable.

**Remove Items:**

Note: You cannot remove items in a tuple.

Tuples are unchangeable, so you cannot remove items from it, but you can delete the tuple completely: The del keyword can delete the tuple completely

Ex. >>>T1=(10,20)

>>>del T1

**In-Built Tuple Functions:**

1. cmp(): Python tuple method cmp() compares elements of two tuples.

syntax: cmp(tuple1, tuple2)

cmp function return 0 if two tuples are same, 1 if elements of first tuple is greater than elements of second tuple, otherwise -1

1. len(tuple): It is used to calculate the length of the tuple

>>>T1=(10,20,30)

>>>print(len(T1)) # 3

1. max(Tuple): It returns the maximum element of the tuple.
2. min(Tuple): It returns the minimum element of the tuple.

>>>print(max(T1) #30

>>>print(min(T1)) #10

1. sum(tuple): Return sum of all elements within tuple

>>> print(sum(T1)) #60

1. all(tuple): it returns True if all the items in the tuple are true, otherwise it returns false. If the tuple is empty, the function also returns true.

>>>T1=(10,20,30) T2=(10,0,20)

>>>print(all(T1)) #True

>>>print(all(T2)) #False

1. any(): Python any() function accepts iterable (list, tuple, dictionary etc.) as an argument and return true if any of the element in iterable is true, else it returns false. If iterable is empty then any() method returns false.

>>>print(any(T1)) #True

1. tuple(seq): It converts any sequence to the tuple.

>>>str=“Python”

>>>T1=tuple(str)

>>>print(T1) #(‘P’,’y’,’t’,’h’,’o’,’n’)

1. tuple.count(obj.): It returns the number of occurrences of the specified object in the tuple.

>>>L1=(10,20,40,10,20)

>>>print(L1.count(20)) #2

1. tuple.index(obj): It retuurns the lowest index in the tuple that object appears.

>>>T1=(10,20,30,20)

>>> print(T1.index(20)) # 1

**Packing and Unpacking:**

In tuple packing, we place value into a new tuple while in tuple unpacking we extract those values back into variables.

Ex >>> t=(101,”Nilesh”,80.78) #tuple packing

>>> (rollno, name, marks)=t #tuple unpacking

>>> print(rollno) # 101

>>>print(name, marks) #Nilesh 80.78

**Python Set:**

The set in python can be defined as the unordered collection of various items enclosed within the curly braces. The elements of the set can not be duplicate. The elements of the python set can not be changed.There is no index attached to the elements of the set, i.e., we cannot directly access any element of the set by the index. However, we can print them all together or we can get the list of elements by looping through the set.

**Creating a set:**

The set can be created by enclosing the comma separated items with the curly braces.

Python also provides the set method which can be used to create the set by the passed sequence.

**Creating set using curly brackets:**

>>> city={"Pune", "Mumbai", "Nashik"}

>>> print(city) # {'Pune', 'Nashik', 'Mumbai'}

>>> for i in city:

print(i, end=“ “) # Pune Nashik Mumbai

**Creating set using set() method:**

>>> names=set([“Shubham”, “Nilesh”, “Pranav”])

>>>print(names) #{'Pranav', 'Shubham', 'Nilesh'}

**Adding items to the set:**

Python provides the add() method which can be used to add some particular item to the set.

>>> names.add("Rajesh")

>>> print(names) #{'Pranav', 'Shubham', 'Rajesh', 'Nilesh'}

To add more than one item in the set, Python provides the update() method.

>>> print(city) #{'Pune', 'Nashik', 'Mumbai'}

>>> city.update(["Jalgaon","Nagpur","Satara"])

>>> print(city)

# {'Satara', 'Jalgaon', 'Pune', 'Mumbai', 'Nagpur', 'Nashik'}

**Removing items from the set:**

Python provides discard() method which can be used to remove the items from the set.

>>> city.discard("Mumbai")

>>> print(city) # {'Satara', 'Jalgaon', 'Pune', 'Nagpur', 'Nashik'}

Python also provide the remove() method to remove the items from the set.

>>> print(city) #{'Satara', 'Jalgaon', 'Pune', 'Nagpur', 'Nashik'}

>>> city.remove("Satara")

>>> print(city) #{'Jalgaon', 'Pune', 'Nagpur', 'Nashik'}

We can also use the pop() method to remove the item. However, this method will always remove the first item.

>>> print(city) #{'Jalgaon', 'Pune', 'Nagpur', 'Nashik'}

>>> city.pop() #'Jalgaon‘

Python provides the clear() method to remove all the items from the set.

>>> print(city) #{'Nashik', 'Dhule'}

>>> city.clear()

>>> print(city) #set()

**Difference between discard() and remove():**

If the item to be deleted from the set using discard() doesn't exist in the set, the python will not give the error.

On the other hand, if the item to be deleted from the set using remove() doesn't exist in the set, the python will give the error.

**Union of two Sets**:

The union of two sets are calculated by using the or (|) operator. The union of the two sets contains the all the items that are present in both the sets.

Ex. >>>s1={1,2,3}; s2={3,4,5}

>>>s3=s1|s3

>>>print(s3) #{1,2,3,4,5}

Python also provides the union() method which can also be used to calculate the union of two sets.

>>> print(s1.union(s2)) #{1,2,3,4,5}

**Intersection of two sets:**

The & (intersection) operator is used to calculate the intersection of the two sets in python.

The intersection of the two sets are given as the set of the elements that common in both sets.

Ex >>> s1={"Pune","Mumbai","Jalgaon"}

>>> s2={"Nahik","Pune","Nagpur","Jalgaon"}

>>> s3=s1&s2

>>> print(s3) #{'Jalgaon', 'Pune'}

* using intersection() method

>>>s3=s1.intersection(s2)

>>>print(s3) #{'Jalgaon', 'Pune’}

**The intersection\_update() method:**

The intersection\_update() method removes the items from the original set that are not present in both the sets (all the sets if more than one are specified).

The Intersection\_update() method is different from intersection() method since it modifies the original set by removing the unwanted items, on the other hand, intersection() method returns a new set.

Ex >>> a={1,2,3,4,5}

>>> b={3,5,7,8,9}

>>> a.intersection\_update(b)

>>> print(a) #{3, 5}

**Difference of two sets:**

The difference of two sets can be calculated by using the subtraction (-) operator.

The resulting set consists of all the elements form set 1 which are not available in set2

Ex >>> a={1,2,3,4}

>>> b={3,5,4,8}

>>> c=a-b

>>> print(c) #{1, 2}

>>>print(b-a) #{5,8}

using difference() method

>>>print(a.difference(b)) #{1,2}

**The difference\_update():**

The set difference\_update() method modifies the existing set.

If (A – B) is performed, then A gets modified into (A – B), and if (B – A) is performed, then B gets modified into ( B – A).

Ex. >>>a={1,2,3,4,5}; b={3,4,5,6}

>>>a.difference\_update(b)

>>>print(a) #{1,2}

**The symmetric\_difference():**

This in-built function of Python Set helps us to get the symmetric difference between two sets, which is equal to the elements present in either of the two sets, but not common to both the sets.

>>>print(a.symmetirc\_difference(b)) #{1,2,6}

**The symmetric\_difference\_update method:**

symmetric\_difference() method returns a new set which contains symmetric difference of two sets.

The symmetric\_difference\_update() method updates the set calling symmetric\_difference\_update() with the symmetric difference of sets.

>>>a={1,2,3,4}; b={2,3,6,7}

>>>a.symmetric\_difference\_update(b)

>>>print(a) #{1,4,6,7}

**issuperset() in Python:**

The issuperset() method returns True if all elements of a set A occupies set B which is passed as an argument and returns false if all elements of B not present in A.  
This means if A is a superset of B then it returns true; else False

**Syntax:** A.issuperset(B) checks whether A is a superset of B or not. True if A is a superset of B; otherwise false.

Ex >>>A={1,2,3,4,5}; B={2,3,4}

>>>A.issuperset(B) #True

>>>B.issuperset(A) #False

**issubset() in python:**

returns true if first set is a subset of seconds set otherwise false

>>> A.issubset(B) #False

>>>B.issubset(A) #True

**isdisjoint() function in Python:**

Two sets are said to be disjoint when their intersection is null.

In simple words they do not have any common element in between them.

Syntax: seta.isdisjoint(setb)

>>>a={1,2,3}; b={3,4,5}; c={7,8,9}

>>>a.isdisjoint(b) #False

>>>a.isdisjoint(c) #True

**Set comparisons:**

Python allows us to use the comparison operators i.e., <, >, <=, >= , == with the sets by using which we can check whether a set is subset, superset, or equivalent to other set.

The boolean True or False is returned depending upon the items present inside the sets.

Ex >>>a={1,2,3,4}; b={1,2,3}; c={1,2,3};

>>>print(a>b) #True

>>>print(a<b) #False

>>>print(b>a) #False

>>>print(a==b) #False

>>>print(b==c) #True

>>>print(a>=b) #True

**Python Dictionary:**

Dictionary in Python is an unordered collection of items in the form of key-value pair.

Dictionary holds key : value pair.

Each key-value pair in a Dictionary is separated by a colon :, whereas each item is separated by a ‘comma’.

Keys of a Dictionary must be unique and of immutabledata type such as Strings, Integers and tuples, but the values associated with key can be repeated and be of any type.

In Python, a Dictionary can be created by placing sequence of elements within curly {} braces, separated by ‘comma’.

Ex >>> d={1 : ‘Hi’, 2 : ‘Hello’, 3: ‘Hello’}

>>>print(d) #{1 : ‘Hi’, 2 : ‘Hello’, 3: ‘Hello’}

**Different ways of accessing dictionary**

>>> d={“Rollno”:101, “Name”:“Nilesh”, “Marks”:80.75}

1. Printing whole dictionary using print() method :

>>>print(d)

{“Rollno”:101,“Name”:“Nilesh”, “Marks”: 80.75}

1. Accessing Individual value using index:

>>>print(d[“Name”]) #Nilesh

1. for loop to print all the keys of a dictionary

>>>for x in d:

print(x, end=“ ”) # Name Rollno Marks

1. for loop to print all the values of the dictionary

>>>for x in d:

print(d[x],end= “ ”) # Nilesh 101 80.75

1. for loop to print the values of the dictionary by using values() method

>>> for i in d.values()

print(i, end=“ “) # Nilesh 101 80.75

1. for loop to print the items of the dictionary by using items() method:

>>> for in d.items()

print(i)

#output: (‘Name’, ‘Nilesh’)

(‘RollNo’, 101)

(‘Marks’, 80.75)

1. For loop to print key value pair:

>>> for k,v in d.items():

print(k,v)

#output: Name Nilesh

Rollno 101

Marks 80.75

1. Printing individual values of dictionary using format specifier:

>>> d={“Rollno”:101, “Name”:“Nilesh”, “Marks”:80.75}

>>> print("Roll No=%d"%d["Rollno"])

Roll No=101

>>> print("Name of student=%s"%d["Name"])

Name of student=Nilesh

>>> print("Marks Obtained=%f"%d["Marks"])

Marks Obtained=80.750000

Dictionary can also be created by the built-in function dict(). An empty dictionary can be created by just placing to curly braces{}.

>>>D={ } # empty dictionary

>>>D=dict({1:”Hi”,2:”Hello”})

>>>print(D) #{1:”Hi”,2:”Hello”}

Note – Dictionary keys are case sensitive, same name but different cases of Key will be treated distinctly.

**Updating Dictionary:**

You can update a dictionary by adding a new entry or a key-value pair, modifying an existing entry, or deleting an existing entry

Ex. >>> d={1: “One”, 2: “Two”}

>>>print(d) #{1: 'One', 2: 'Two‘}

>>>d[2]=“Twelve”

>>>print(d) #{1: 'One', 2: 'Tweleve'}

>>>d[3]=“Three”

>>>print(d) #{1: 'One', 2: 'Tweleve', 3: 'Three'}

**Delete Dictionary Elements:**

You can either remove individual dictionary elements or clear the entire contents of a dictionary.

You can also delete entire dictionary in a single operation.

Ex. >>> del d[2]

>>> print(d) #{1: 'One', 3: 'Three'}

**Removing all elements for dictionary**

>>> print(d) #{1: 'One', 3: 'Three'}

>>>d.clear() # remove all entries in dict

>>>print(d) #{ }

>>>del d # delete entire dictionary

>>>print(d) #Error

**Properties of Dictionary:**

1. In the dictionary, we can not store multiple values for the same keys.

If we pass more than one values for a single key, then the value which is last assigned is considered as the value of the key.

>>>d={"RN":101,"Name":"Suresh","Marks":80,"Name":"Rajesh"}

>>> print(d) #{'Name': 'Rajesh', 'RN': 101, 'Marks': 80}

1. In python, the key cannot be any mutable object.

We can use numbers, strings, or tuple as the key but we can not use any mutable object like the list as the key in the dictionary.

1. Dictionary keys are case sensitive- Same key name but with the different case are treated as different keys in Python dictionaries.

**Built-in Dictionary functions:**

1. len(): It is used to calculate the length of the dictionary.

Ex >>>d={1: “One”, 2: “Two”}

>>>print(len(d)) #2

1. str(dict.): It converts the dictionary into the printable string

>>>s=print(str(d))

>>>print(s) #{1: ‘One', 2: 'Two'}

>>>type(s) # <class 'str'>

1. copy(): It returns a shallow copy of the dictionary.

Ex >>>d1={1: “One”, 2: “Two”}

>>> d2=d1.copy()

>>>print(d2) #{1: “One”, 2: “Two”}

1. keys():It returns all the keys of the dictionary.

>>> L=list(d1.keys())

>>>print(L) #[1, 2]

1. values():It returns all the values of the dictionary.

>>>L=list(d1.values())

>>>print(L) #['One', 'Two']

1. popitem(): It remove and returns first item of the dictionary

>>> print(d1.popitem()) #(1: “One”)

>>> print(d1) #{2: “Two”}

1. pop(key): This method removes the specified item from the dictionary and return the value of specified key.

>>>x=d1.pop(1)

>>>print(x) # One

1. Update(): The update() method inserts the specified items to the dictionary.

Ex >>>print(d)

{'Name': 'Shubham', 'RollNo': 101, 'Marks': 80}

>>> d.update({"Address":"Pimpri"})

>>> print(d)

{'Address': 'Pimpri', 'Name': 'Shubham', 'RollNo': 101, 'Marks': 80}

**Assignments:**

**Practice Set:**

1. Write a Python program to add and remove operation on set.
2. Write a Python program to do iteration over sets.
3. Write a Python program to find the length of a set.
4. Write a Python program to create a tuple with numbers and print one item.
5. Write a Python script to add a key to a dictionary.

Sample Dictionary : {0: 10, 1: 20}

Expected Result : {0: 10, 1: 20, 2: 30}

**Set A:**

1. Write a Python program to find maximum and the minimum value in a set.
2. Write a Python program to add an item in a tuple.
3. Write a Python program to convert a tuple to a string.
4. Write a Python program to create an intersection of sets.
5. Write a Python program to create a union of sets.
6. Write a Python script to check if a given key already exists in a dictionary.
7. Write a Python script to sort (ascending and descending) a dictionary by value.

**Set B:**

1. Write a Python program to create set difference and a symmetric difference.
2. Write a Python program to create a list of tuples with the first element as the number and second element as the square of the number.
3. Write a Python program to unpack a tuple in several variables.
4. Write a Python program to get the 4th element from front and 4th element from last of a tuple.
5. Write a Python program to find the repeated items of a tuple.
6. Write a Python program to check whether an element exists within a tuple.
7. Write a Python script to concatenate following dictionaries to create a new one. Sample Dictionary : dic1={1:10, 2:20} dic2={3:30, 4:40} dic3={5:50,6:60}

Expected Result : {1: 10, 2: 20, 3: 30, 4: 40, 5: 50, 6: 60}

**Set C:**

1. Write a Python program to create a shallow copy of sets.
2. Write a Python program to combine two dictionary adding values for common keys.

d1 = {'a': 100, 'b': 200, 'c':300}

d2 = {'a': 300, 'b': 200, 'd':400}

Sample output: Counter({'a': 400, 'b': 400, 'd': 400, 'c': 300})

**Assignment Evaluation**

**0: Not Done [ ] 1: Incomplete [ ] 2: Late Complete [ ]**

**3: Need Improvement [ ] 4: Complete [ ] 5: Well Done [ ]**

**Signature of the Instructor**

**Exercise 4: Working with Functions, Modules and Packages**

**Functions in Python:**

Function is named, independent block of statements that perform a specific task and may return a value to the calling program.

Function is block of reusable code which can be called whenever required

**Creating a function:**

In python, we can use def keyword to define the function. Syntax is as follows

def  my\_function():

     function-code

     return <expression>

The function block is started with the colon (:) and all the same level block statements remain at the same indentation.

A function can accept any number of parameters that must be the same in the definition and function calling.

**Function calling**

In python, a function must be defined before the function calling otherwise the python interpreter gives an error.

Once the function is defined, we can call it from another function or the python prompt.

To call the function, use the function name followed by the parentheses.

def my\_function(): #function code

print(“Python is very esasy”)

my\_function() #calling function

#output: Python is very easy

**Function Arguments:**

You can call a function by using the following types of arguments −

1. Required arguments
2. Keyword arguments
3. Default arguments
4. Variable-length arguments

**Python Required Arguments:**

When we call a function with some values, these values get assigned to the arguments according to their position.

These are the arguments which are required to be passed at the time of function calling with the exact match of their positions in the function call and function definition.

If either of the arguments is not provided in the function call, or the position of the arguments is changed, then the python interpreter will show the error.

**Python Keyword Argument:**

Python allows functions to be called using keyword arguments. When we call functions in this way, the order (position) of the arguments can be changed. This kind of function call will enable us to pass the arguments in the random order.

Following calls to the above function are all valid and produce the same result.

def sum(a,b):

print(a,b,a+b)

sum(2,3) # Required argument output : 2 3 5

sum(b=2,a=5) # Keyword argument output: 5 2 7

**Python Default Arguments:**

Function arguments can have default values in Python.

We can provide a default value to an argument by using the assignment operator (=).

Any number of arguments in a function can have a default value. But once we have a default argument, all the arguments to its right must also have default values.

This means to say, non-default arguments cannot follow default arguments.

def greet(name,msg=“Good Morning”):

print(msg,name)

greet(“Nilesh”, “HI”) #HI Nilesh

greet(“Suresh”, “Hello”) #Hello Suresh

greet(“Ramesh”) #Good Morning Ramesh

**Variable length Arguments: (Packing Argument)**

Sometimes we may not know the number of arguments to be passed in advance.

In such cases, Python provides us the flexibility to pass any number of arguments which are treated as tuples at the function call.

However, at the function definition, we have to define the name of argument preceded with \*

def greet(\*names):

for i in names: #output:

print(“Hi”,i) Hi Nilesh

Hi Ramesh

greet(“Nilesh”, “Ramesh”, “Suresh”) Hi Suresh

**Python Anonymous function lambda:**

In Python, anonymous function means that a function is without a name.

The lambda keyword is used to create anonymous functions. It has the following syntax:

lambda arguments : expression

This function can have any number of arguments but only one expression, which is evaluated and returned.

You need to keep in your knowledge that lambda functions are syntactically restricted to a single expression.

Ex. >>>a=lambda x, y : x+y

>>>print(a(3,4)) # 7

**Recursion:**

Recursion is the process of defining something in terms of itself.

The function which calls itself is called as recursion.

A function can call other functions. It is even possible for the function to call itself. These type of construct are termed as recursive functions.

following is recursive function to calculate sum of digits of a input number

def sumofd(n):

if n==0:

return 0

else

return n%10+sumofd(n//10)

N=int(input(“Enter any Number =“)) #123

print(“Sum of digits= “,sumofd(N)) #Sum of Digits=7

**Unpacking argument lists:**

We can use \* to unpack the list elements so that all elements of list can be passed as different parameters.

Consider a situation where we have a function that receives four arguments. We want to make call to this function and we have a list of size 4.

If we simply pass list to the function, the call doesn’t work.

Following program illustrate unpacking of arguments

def myfun(a,b,c,d):

print(a,b,c,d)

L=[1,2,3,4]

myfun(L) #error

myfun(\*L) #unpacking of argument using \*

output : 1 2 3 4

We use two operators \* (for list, string and tuple) and \*\* (for dictionaries) for unpacking of argument

def Myfun(a,b,c):

print(a,b,c)

T=(10,20,30)

D={‘a’:10, ‘b’:20, ‘c’:30}

Myfun(\*T) #10 20 30

Myfun(\*\*D) #10 20 30

**Packing Arguments:**

When we don’t know how many arguments need to be passed to a python function, we can use Packing to pack all arguments in a tuple.

def myfun(\*a):

print(a)

def fun(\*\*d):

print(d)

myfun(10,20,30) #packing to tuple

**Output: (10, 20, 30)**

fun(x=10, y=20) #packing to dictionary

**Output:{‘x’:10, ‘y’:20}**

**Generator Function in Python:**

If a function contains at least one yield statement, it becomes a generator function.

Both yield and return statement  will return some value from a function.

The difference is that, while a return statement terminates a function entirely, yield statement pauses the function saving all its states and later continues from there on successive calls.

>>> def gen():

n=1

yield n

n=n+1

yield n

n=n+1

yield n

>>>a=gen()

>>>next(a) #1

>>>next(a) #2

>>>next(a) #3

**Python Modules:**

A python module can be defined as a python program file which contains a python code including python functions, class, or variables. In other words, we can say that our python code file saved with the extension (.py) is treated as the module. We may have a runnable code inside the python module. Modules in Python provides us the flexibility to organize the code in a logical way. To use the functionality of one module into another, we must have to import the specific module.

Example

#displayMsg prints a message to the name being passed.

def displayMsg(name):

     print("Hi "+name)

Loading the module in our python code. We need to load the module in our python code to use its functionality. Python provides two types of statements as defined below.

1. The import statement
2. The from-import statement

Example:

import file;

name = input("Enter the name?")

file.displayMsg(name)

## The from-import statement:

from < module-name> import <name 1>, <name 2>..,<name n>

**calculation.py:**

#place the below code in the calculation.py

**def** summation(a,b):

**return** a+b

**def** multiplication(a,b):

**return** a\*b;

**def** divide(a,b):

**return** a/b;

Main.py:

from calculation import summation

#it will import only the summation() from calculation.py

a = int(input("Enter the first number"))

b = int(input("Enter the second number"))

print("Sum=",summation(a,b))  #we do not need to specify the module name while accessing summation()

**The datetime Module:**

The datetime module enables us to create the custom date objects, perform various operations on dates like the comparison, etc. To work with dates as date objects, we have to import the datetime module into the python source code.

**Example**

import datetime

#returns the current datetime object

print(datetime.datetime.now())

**The calendar module:**

Python provides a calendar object that contains various methods to work with the calendars.Consider the following example to print the calendar for the last month of 2018.

**Example**

import calendar;

cal = calendar.month(2020,3)

#printing the calendar of December 2018

print(cal)

**Packages:**

The packages in python facilitate the developer with the application development environment by providing a hierarchical directory structure where a package contains sub-packages, modules, and sub-modules. The packages are used to categorize the application level code efficiently.

Let's create a package named Employees in your home directory.

Consider the following steps.

1. Create a directory with name Employees on path **/home**.

2. Create a python source file with name ITEmployees.py on the path **/home/Employees.**

**ITEmployees.py**

**def** getITNames():

List = ["John", "David", "Nick",    "Martin"]

**return** List;

3. Similarly, create one more python file with name BPOEmployees.py and create a function getBPONames().

4. Now, the directory Employees which we have created in the first step contains two python modules. To make this directory a package, we need to include one more file here, that is \_\_init\_\_.py which contains the import statements of the modules defined in this directory.

**\_\_init\_\_.py**

**from** ITEmployees **import** getITNames

**from** BPOEmployees **import** getBPONames

5. Now, the directory **Employees** has become the package containing two python modules. Here we must notice that we must have to create \_\_init\_\_.py inside a directory to convert this directory to a package.

6. To use the modules defined inside the package Employees, we must have to import this in our python source file. Let's create a simple python source file at our home directory (/home) which uses the modules defined in this package.

Test.py

import Employees

print(Employees.getNames())

Output: ["John", "David", "Nick",    "Martin"]

**Assignment**

**Practice Set:**

1. Write a Python program to print Calendar of specific month of input year using calendar module
2. Write a Python script to display datetime in various formats using datetime module
   1. Current date and time
   2. Current year
   3. Month of year
   4. Week number of the year
   5. Weekday of the week
   6. Day of year
   7. Day of the month
   8. Day of week

3. Write an anonymous function to find area of circle.

**Set A:**

1. Write a recursive function which print string in reverse order.
2. Write a python script using function to calculate XY
3. Define a function that accept two strings as input and find union and intersection of them.
4. Write a recursive function to calculate sum of digits of a given input number.
5. Write generator function which generate even numbers up to n

**Set B:**

1. Write a python script to generate Fibonacci terms using generator function.
2. Write python script using package to calculate area and volume of cylinder and cuboids.
3. Write a python script to accept decimal number and convert it to binary and octal number using function.
4. Write a function which print a dictionary where the keys are numbers between 1 and 20
5. (both included) and the values are square of keys
6. Write a generator function which generates prime numbers up to n.

**Set C:**

1. Write a program to illustrate function duck typing.

**Assignment Evaluation**

**0: Not Done [ ] 1: Incomplete [ ] 2: Late Complete [ ]**

**3: Needs Improvement [ ] 4: Complete [ ] 5: Well Done [ ]**

**Signature of the Instructor**

**Exercise 5 : Python Classes and Objects**

**Python OOPs Concepts:**

Like other object oriented programming languages, python is also an object-oriented language allows us to develop applications using an Object Oriented approach.

In Python, we can easily create and use classes and objects.

**Creating classes in python:**

In python, a class can be created by using the keyword class followed by the class name and colon.syntax is as follows.

class class\_name:

“ “ “ Optional Doc String” ” ”

#data members

#member function

Documentation string can be accessed using  class-name.\_\_doc\_\_ method.

>>>class myclass:

“ “ “ This is example of doc string. ”””

rollno=101

name=“Nilesh”

def display(self):

print(self.rollno, self.name)

>>>s=myclass() #creating object

>>>print(myclass.\_\_doc\_\_) #accessing doc string

>>>s.display() #101 Nilesh

self is used to refers to the current class object. It is always the first argument in the function.

**Creating an instance of the class:**

The syntax to create the instance of the class is given below

object-name = class-name(arguments)

Ex. class computer:

cpu=None

ram=None

def config(self,a,b):

self.cpu=a

self.ram=b

def display(self):

print(self.cpu,self.ram)

c1=computer()

c2=computer()

c1.config("i3",4)

c1.display() #i3 4

c2.config("i5",6)

c2.display() #i5 6

**Data abstraction in python:**

In python, we can also perform data hiding by adding the double underscore (\_\_\_) as a prefix to the attribute which is to be hidden.

After this, the attribute will not be visible outside of the class through the object.

>>> class myclass:

a=10

\_\_b=20

def display(self):

print(self.a,self.\_\_b)

>>> m=myclass()

>>> m.a #10

>>> m.\_\_b #Error

>>> m.display() #10 20

>>> myclass.a #10

>>> myclass.\_\_b #Error

**Python Constructor:**

A constructor is a special type of method (function) which is used to initialize the instance members of the class.Constructors can be of two types.

1. Parameterized Constructor
2. Non-parameterized Constructor

Constructor definition is executed when we create the object of this class.

**Creating the constructor in python:**

In python, the method \_\_**init**\_\_ simulates the constructor of the class.

This method is called when the class is instantiated.

We can pass any number of arguments at the time of creating the class object, depending upon \_\_**init**\_\_ definition.

It is mostly used to initialize the class attributes.

**Example of parameterized constructor:**

>>> class computer:

def \_\_init\_\_(self,a,b):

self.cpu=a

self.ram=b

def display(self):

print(self.cpu,self.ram)

>>> c1=computer("i5",6)

>>> c1.display()

i5 6

>>> c2=computer("i7",8)

>>> c2.display()

i7 8

Example of non parameterized constructor

>>> class myclass:

def \_\_init\_\_(self):

print("Object is created")

>>> obj=myclass()

Object is created

**Operator Overloading in Python:**

The same built-in operator shows different behavior for objects of different classes, this is called *Operator Overloading*.

Operator Overloading means giving extended meaning beyond their predefined operational meaning.

For example operator + is used to add two integers as well as join two strings and merge two lists.

To perform operator overloading, Python provides some special function or **magic function** that is automatically invoked when it is associated with that particular operator.

For example, when we use + operator, the magic method **\_\_add\_\_** is automatically invoked in which the operation for + operator is defined.
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##### # Python Program illustrate how  to overload an binary + operator

##### class A:

##### def \_\_init\_\_(self, a):

##### self.a = a

##### def \_\_add\_\_(self, o):

##### return self.a + o.a

##### ob1 = A(10)

##### ob2 = A(20)

##### ob3 = A(“DYP")

##### ob4 = A(“College")

##### print(ob1 + ob2) #30

##### print(ob3 + ob4) #DYPCollege

##### **# Python program to overload a comparison operators**

##### class A:

##### def \_\_init\_\_(self, a):

##### self.a = a

##### def \_\_gt\_\_(self, other):

##### if(self.a>other.a):

##### return True

##### else:

##### return False

##### ob1 = A(2)

##### ob2 = A(3)

##### if(ob1>ob2):

##### print("ob1 is greater than ob2")

##### else:

##### print("ob2 is greater than ob1")

##### **Python Method Overloading:**

##### Like other languages (for example method overloading in C++) do, python does not supports method overloading.

##### We may overload the methods but can only use the latest defined method.

##### def product(a, b):

##### p = a \* b

##### print(p)

##### def product(a, b, c):

##### p = a \* b\*c

##### print(p)

##### product(4, 5) #Error

##### product(4, 5, 5) #14

##### **Assignments:**

##### **Practice Set :**

##### Write a python program using simple class having class name as Student.

##### Write a python program for Counting the number of students using more objects of a class.

##### Write a python program for parameterized constructor has multiple parameters along with the self Keyword.

##### **Set A:**

1. Write a [Python Program to Accept, Delete and Display students details such as Roll.No, Name, Marks in three subject, using Classes.](http://www.sanfoundry.com/python-program-append-delete-display-list-classes/) Also display percentage of each student.
2. Write a Python program that defines a class named circle with attributes radius and center, where center is a point object and radius is number. Accept center and radius from user. Instantiate a circle object that represents a circle with its center and radius as accepted input.
3. Write a Python class which has two methods get\_String and print\_String. get\_String accept a string from the user and print\_String print the string in upper case. Further modify the program to reverse a string word by word and print it in lower case.
4. Write Python class to perform addition of two complex numbers using binary  + operator overloading.

##### **Set B:**

1. Define a class named Rectangle which can be constructed by a length and width. The Rectangle class has a method which can compute the area and volume.
2. [Python Program to Create a Class in which One Method Accepts a String from the User and Another method Prints it](http://www.sanfoundry.com/python-program-class-method-accepts-string-prints/). Define a class named Country which has a method called printNationality. Define subclass named state from Country which has a method called printState . Write a method to print state, country and nationality.
3. Write a function named pt\_in\_circle that takes a circle and a point and returns true if point lies on the boundry of circle.
4. Write a [Python Program to Create a Class Set and Get All Possible Subsets from a Set of Distinct Integers.](http://www.sanfoundry.com/python-program-class-compute-possible-subsets/)
5. Write a python class to accept a string and number n from user and display n repetition of strings using by overloading \* operator.

##### **Set C**:

1. [Python Program to Create a Class which Performs Basic Calculator Operations](http://www.sanfoundry.com/python-program-class-performs-basic-calculator-operations/).
2. Define datetime module that provides time object. Using this module write a program that gets current date and time and print day of the week.

|  |  |  |
| --- | --- | --- |
| **Assignment Evaluation :** |  | |
| **0: Not Done [ ]** | **1: Incomplete [ ]** | **2: Late Complete [ ]** |
| **3: Needs Improvement [ ]** | **4: Complete [ ]** | **5: Well Done [ ]** **Signature of the Instructor** |

##### **Exercise 6: Inheritance**

**Inroduction:**

A language feature would not be worthy of the name “class” without supporting inheritance. The syntax for a derived class definition looks like this:

**class** **DerivedClassName**(BaseClassName):

<statement-1>

.

.

.

<statement-N>

The name BaseClassName must be defined in a scope containing the derived class definition. In place of a base class name, other arbitrary expressions are also allowed. This can be useful, for example, when the base class is defined in another module:

**class** **DerivedClassName**(modname.BaseClassName):

Execution of a derived class definition proceeds the same as for a base class. When the class object is constructed, the base class is remembered. This is used for resolving attribute references: if a requested attribute is not found in the class, the search proceeds to look in the base class. This rule is applied recursively if the base class itself is derived from some other class.

There’s nothing special about instantiation of derived classes: DerivedClassName() creates a new instance of the class. Method references are resolved as follows: the corresponding class attribute is searched, descending down the chain of base classes if necessary, and the method reference is valid if this yields a function object.

Derived classes may override methods of their base classes. Because methods have no special privileges when calling other methods of the same object, a method of a base class that calls another method defined in the same base class may end up calling a method of a derived class that overrides it. (For C++ programmers: all methods in Python are effectively virtual.)

An overriding method in a derived class may in fact want to extend rather than simply replace the base class method of the same name. There is a simple way to call the base class method directly: just call BaseClassName.methodname(self, arguments). This is occasionally useful to clients as well. (Note that this only works if the base class is accessible as BaseClassName in the global scope.)

Python has two built-in functions that work with inheritance:

* Use [isinstance()](https://docs.python.org/3/library/functions.html#isinstance) to check an instance’s type: isinstance(obj, int) will be True only if obj.\_\_class\_\_ is [int](https://docs.python.org/3/library/functions.html#int) or some class derived from [int](https://docs.python.org/3/library/functions.html#int).
* Use [issubclass()](https://docs.python.org/3/library/functions.html#issubclass) to check class inheritance: issubclass(bool, int) is True since [bool](https://docs.python.org/3/library/functions.html#bool) is a subclass of [int](https://docs.python.org/3/library/functions.html#int). However, issubclass(float, int) is False since [float](https://docs.python.org/3/library/functions.html#float) is not a subclass of [int](https://docs.python.org/3/library/functions.html#int).

Inheritance is an important aspect of the object-oriented paradigm. Inheritance provides code reusability to the program because we can use an existing class to create a new class instead of creating it from scratch. In python, a derived class can inherit base class by just mentioning the base in the bracket after the derived class name. Consider the followingsyntax to inherit a base class into the derived class.
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**Syntax is ,**

##### class**derived-**class**(base**class**):**

##### **<**class**-suite>**

##### A class can inherit multiple classes by mentioning all of them inside the bracket. Consider the following syntax.

##### class**derive-**class**(<base**class**1>, <base**class**2>, ..... <base**class**n>):**

##### **<**class**- suite>**

##### **Example :**

##### class**Human:**

##### def**speak(self):**

##### print**("Human Speaking")**

##### **#child class Mohan inherits the base class Human**

##### class**Mohan(Human):**

##### def**sleep(self):**

##### print**("Mohan sleeping")**

##### **m = Mohan()**

##### **m.sleep()**

##### **m.speak()**

##### 

##### **Multi-Level inheritance:**

##### Multi-Level inheritance is possible in python like other object-oriented languages. Multi-level inheritance is archived when a derived class inherits another derived class. There is no limit on the number of levels up to which, the multi-level inheritance is archived in python.

##### **Python Inheritance**

##### The syntax of multi-level inheritance is given below.

##### Syntax

##### class**class1:**

##### **<**class**-suite>**

##### class**class2(class1):**

##### **<**class**suite>**

##### class**class3(class2):**

##### **<**class**suite>**

##### **Example**

##### class**Human:**

##### def**speak(self):**

##### print**("Human Speaking")**

##### **#The child class Mohan inherits the base class Human**

##### class**Mohan(Human):**

##### def**sleep(self):**

##### print**("Mohan sleeping")**

##### **#The child class Kids inherits another child class Dog**

##### class**Kids(Mohan):**

##### def**eat(self):**

##### print**("Eating Rice ...")**

##### **k = Kids()**

##### **k.sleep()**

##### **k.speak()**

##### **k.eat()**

##### **Multiple inheritance:**

##### Python provides us the flexibility to inherit multiple base classes in the child class.

Python supports a form of multiple inheritance as well. A class definition with multiple base classes looks like this:

**class** **DerivedClassName**(Base1, Base2, Base3):

<statement-1>

.

.

.

<statement-N>

For most purposes, in the simplest cases, you can think of the search for attributes inherited from a parent class as depth-first, left-to-right, not searching twice in the same class where there is an overlap in the hierarchy. Thus, if an attribute is not found in DerivedClassName, it is searched for in Base1, then (recursively) in the base classes of Base1, and if it was not found there, it was searched for in Base2, and so on.

In fact, it is slightly more complex than that; the method resolution order changes dynamically to support cooperative calls to [super()](https://docs.python.org/3/library/functions.html#super). This approach is known in some other multiple-inheritance languages as call-next-method and is more powerful than the super call found in single-inheritance languages.

Dynamic ordering is necessary because all cases of multiple inheritance exhibit one or more diamond relationships (where at least one of the parent classes can be accessed through multiple paths from the bottommost class). For example, all classes inherit from [object](https://docs.python.org/3/library/functions.html#object), so any case of multiple inheritance provides more than one path to reach [object](https://docs.python.org/3/library/functions.html#object). To keep the base classes from being accessed more than once, the dynamic algorithm linearizes the search order in a way that preserves the left-to-right ordering specified in each class, that calls each parent only once, and that is monotonic (meaning that a class can be subclassed without affecting the precedence order of its parents). Taken together, these properties make it possible to design reliable and extensible classes with multiple inheritance.

##### **Python Inheritance**

##### The syntax to perform multiple inheritance is given below.

##### **Syntax,**

##### class**Base1:**

##### **<**class**-suite>**

##### 

##### class**Base2:**

##### **<**class**-suite>**

##### **.**

##### **.**

##### class**BaseN:**

##### **<**class**-suite>**

##### 

##### class**Derived(Base1, Base2, ...... BaseN):**

##### **<**class**-suite>**

##### class**Calculation1:**

##### def**Summation(self,a,b):**

##### return**a+b;**

##### class**Calculation2:**

##### def**Multiplication(self,a,b):**

##### return**a\*b;**

##### class**Derived(Calculation1,Calculation2):**

##### def**Divide(self,a,b):**

##### return**a/b;**

##### **d = Derived()**

##### print**(d.Summation(10,20))**

##### print**(d.Multiplication(10,20))**

##### print**(d.Divide(10,20))**

##### **Hierarchical Inheritance:**

##### When more than one derived classes are created from a single base this type of inheritance is called hierarchical inheritance. In this program, we have a parent (base) class and two child (derived) classes.

##### **Hierarchical-inheritance1**

##### **Example:**

|  |
| --- |
| # Base classclass Parent:       def func1(self):            print("This function is in parent class.")# Derived class1class Child1(Parent):      def func2(self):           print("This function is in child 1.")# Derived class2class Child2(Parent):       def func3(self):           print("This function is in child 2.")# Driver's codeobject1 = Child1()object2 = Child2()object1.func1()object1.func2()object2.func1() **object2.func3()** |
|  |

##### **Hybrid Inheritance:**

##### Inheritance consisting of multiple types of inheritance is called hybrid inheritance**.  Example**

|  |
| --- |
| # Python program to demonstrate# hybrid inheritanceclass School:      def func1(self):           print("This function is in school.")class Student1(School):       def func2(self):          print("This function is in student 1. ")class Student2(School):       def func3(self):           print("This function is in student 2.")class Student3(Student1, School):       def func4(self):           print("This function is in student 3.")# Driver's codeobject = Student3()object.func1()object.func2() |
| **IS-A Relationship and HAS-A Relationship:**  One of the advantages of an Object-Oriented programming language is code reuse. There are two ways we can do code reuse either by the implementation of inheritance (IS-A relationship), or object composition (HAS-A relationship). Although the compiler and Java virtual machine (JVM) will do a lot of work for you when you use inheritance, you can also get at the functionality of inheritance when you use composition.   1. **IS-A Relationship :**   In object-oriented programming, the concept of IS-A is a totally based on Inheritance, which can be of two types Class Inheritance or Interface Inheritance. It is just like saying "A is a B type of thing". For example, Apple is a Fruit, Car is a Vehicle etc. Inheritance is uni-directional. For example, House is a Building. But Building is not a House.  It is a key point to note that you can easily identify the IS-A relationship. Wherever you see an extends keyword or implements keyword in a class declaration, then this class is said to have IS-A relationship.   * IS-A relationship based on Inheritance, which can be of two types Class Inheritance or Interface Inheritance.  1. **HAS-A Relationship**   Composition (HAS-A) simply mean the use of instance variables that are references to other objects. For example Maruti has Engine, or House has Bathroom.  Let’s understand these concepts with an example of Car class. **car class**  * Has-a relationship is composition relationship which is a productive way of code reuse.  **Assignments:** **Practice Set :**   1. Write a python program to demonstrate single inheritance using findArea() function. 2. Write a python program that will show the simplest form of inheritance using info() function.  **SET A :** |

1. Write a python program to demonstrate multilevel inheritance by using Base class name as “Team” which inherits Derived class name as “Dev”.
2. Write a python program by considering Baseclass as “TeamMember” and Derived class as “TeamLeader “ use multiple inheritance concept to demonstrate the code.
3. Write a python program to make use of issubclass() or isinstance() functions to check the relationships of two classes and instances.

##### **SET B :**

1. Write a python program to inherit (Derived class) “course “ from (base class) “University” Using hybrid inheritance concept.
2. Write a python program to show the Hierarchical inheritance of two or more classes named as “Square “ & “ Triangle” inherit from a single Base class as “Area “ .
3. Define a class named Shape and its subclass (Square/Circle). The subclass has an init function which takes a an argument (length/redious). Both classes have an area and volume function which can print the area and volume of the shape where Shape's area is 0 by default.

##### **SET C :**

##### Write a Python Program to depict multiple inheritance when method is overridden in both classes and check the output accordingly.

##### Write a Python Program to describe a HAS-A Relationship(Composition).

|  |  |  |
| --- | --- | --- |
| **Assignment Evaluation** |  | |
| **0: Not Done [ ]** | **1: Incomplete [ ]** | **2: Late Complete [ ]** |
| **3: Needs Improvement [ ]** | **4: Complete [ ]** | **5: Well Done [ ]** |

##### **Signature of the Instructor**

##### **Exercise 7: Exception Handling**

##### **What is exception?**

##### The exception is an abnormal condition that halts the execution of the program.

##### An exception can be defined as an abnormal condition in a program resulting in halting of program execution and thus the further code is not executed.

##### Python provides us with the way to handle the Exception so that the other part of the code can be executed without any disruption.

##### However, if we do not handle the exception, the interpreter doesn't execute all the code that exists after that.

##### **Common Exceptions:**

##### A list of common exceptions that can be thrown from a normal python program is given below.

##### ZeroDivisionError: Occurs when a number is divided by zero.

##### NameError: It occurs when a name is not found. It may be local or global.

##### IOError: It occurs when Input Output operation fails.

##### EOFError: It occurs when the end of the file is reached, and yet operations are being performed.

##### ArithmeticError: Base class for all errors that occur for numeric calculation.

##### OverflowError: Raised when a calculation exceeds maximum limit for a numeric type.

##### KeyboardInterrupt: Raised when the user interrupts program execution, usually by pressing Ctrl+c.

##### IndexError: Raised when an index is not found in a sequence.

##### KeyError: Raised when the specified key is not found in the dictionary.

##### IOError: Raised when an input/ output operation fails, such as the print statement or the open() function when trying to open a file that does not exist.

##### **Exception handling in python:**

##### If the python program contains suspicious code that may throw the exception, we must place that code in the try block. The try block must be followed with the except statement which contains a block of code that will be executed if there is some exception in the try block.

##### Syntax:

##### try:

##### #block of code

##### except Exception1:

##### #block of code

##### except Exception2:

##### #block of code

##### We can also use the else statement with the try-except statement in which, we can place the code which will be executed in the scenario if no exception occurs in the try block.

##### The syntax to use the else statement with the try-except statement is given below.

##### try:

##### #block of code

##### except Exception1:

##### #block of code

##### else:   #this code executes if no except block is executed

##### **The except statement with no exception:**

##### Python provides the flexibility not to specify the name of exception with the except statement.

##### try:

##### a = int(input("Enter a:"))

##### b = int(input("Enter b:"))

##### c = a/b;

##### print("a/b = %d"%c)

##### except:

##### print("can't divide by zero")

##### else:

##### print("Hi I am else block")

##### **Points to remember:**

##### Python facilitates us not to specify the exception with the except statement.

##### We can declare multiple exceptions in the except statement since the try block may contain the statements which throw the different type of exceptions.

##### We can also specify an else block along with the try-except statement which will be executed if no exception is raised in the try block.

##### **Declaring multiple exceptions:**

##### The python allows us to declare the multiple exceptions with the except clause.

##### Declaring multiple exceptions is useful in the cases where a try block throws multiple exceptions.

##### Syntax:

##### try:

##### #block of code

##### except (Exception 1, Exception 2,...,Exception n)

##### #block of code

##### else:

##### #block of code

##### **Example Declaring Multiple Exception:**

##### try:

##### a=10/0

##### fp=open(“e:\sms2.txt”,”r”)

##### except  (ArithmeticError, IOError):

##### print "Arithmetic Exception"

##### else:

##### print "Successfully Done"

##### **The try-finally Clause:**

##### You can use a finally: block along with a try: block.

##### The finally block is a place to put any code that must execute, whether the try-block raised an exception or not.

##### The syntax of the try-finally statement is this

##### try:

##### # block of code

##### # this may throw an exception

##### except Exception:

##### #Exception code

##### finally:

##### # block of code

##### # this will always be executed

##### **Custom Exception:**

##### The python allows us to create our exceptions that can be raised from the program and caught using the except clause.

##### **Raising exceptions:**

##### An exception can be raised by using the raise clause in python. The syntax to use the raise statement is given below.

##### Syntax: raise Exception

##### To raise an exception, raise statement is used. The exception class name follows it.

##### **#Example User defined exception**

##### a=10

##### b=12

##### try:

##### if b>10:

##### raise Exception

##### c=a/b

##### print("c=",c)

##### except Exception:

##### print("Error occur")

##### **The assert Statement:**

##### When it encounters an assert statement, Python evaluates the accompanying expression, which is hopefully true.

##### If the expression is false, Python raises an Assertion Error exception.

##### The syntax for assert is −

##### assert Expression , “Error Msg”

##### If the assertion fails, Python uses Argument Expression as the argument for the Assertion Error.

##### Assertion Error exceptions can be caught and handled like any other exception using the try-except statement, but if not handled, they will terminate the program and produce a traceback.

##### **Practice Set :**

1. write a python program that try to access the array element whose index is out of bound and handle the corresponding exception.
2. Write a Python program to input a positive integer. Display correct message for correct and incorrect input.

##### **SET A :**

1. Define a custom exception class which takes a string message as attribute.
2. Write a function called oops that explicitly raises a IndexError exception when called. Then write another function that calls oops inside a try/except statement to catch the error.
3. Change the oops function you just wrote to raise an exception you define yourself, called MyError, and pass an extra data item along with the exception. Then, extend the try statement in the catcher function to catch this exception and its data in addition to IndexError, and print the extra data item.

##### **SET B :**

1. Define a class Date(Day, Month, Year) with functions to accept and display it. Accept date from user. Throw user defined exception “invalidDateException” if the date is invalid.
2. Write text file named test.txt that contains integers, characters and float numbers. Write a Python program to read the test.txt file. And print appropriate message using exception

**SET C:**

1. Write a function called safe (func, \*args) that runs any function using apply, catches any exception raised while the function runs, and prints the exception using the exc\_type and exc\_value attributes in the sys module. Then, use your safe function to run the oops function you wrote in Exercises 3. Put safe in a module file called tools.py, and pass it the oops function interactively. Finally, expand safe to also print a Python stack trace when an error occurs by calling the built-in print\_exc() function in the standard traceback module (see the Python library reference manual or other Python books for details)
2. Change the oops function in question 4 from SET A to raise an exception you define yourself, called MyError, and pass an extra data item along with the exception. You may identify your exception with either a string or a class. Then, extend the try statement in the catcher function to catch this exception and its data in addition to IndexError, and print the extra data item. Finally, if you used a string for your exception, go back and change it be a class instance.

|  |  |  |
| --- | --- | --- |
| **Assignment Evaluation** |  | |
| 0: Not Done [ ] | 1: Incomplete [ ] | 2: Late Complete [ ] |
| 3: Needs Improvement [ ] | 4: Complete [ ] | 5: Well Done [ ] |

**Signature of Instructor**

**Exercise 8: Python GUI Programming using Tkinter**

**Introduction:**

Python provides the standard library Tkinter for creating the graphical user interface for desktop based applications. Developing desktop based applications with python Tkinter is not a complex task. An empty Tkinter top-level window can be created by using the following steps.

1. import the Tkinter module.
2. Create the main application window.
3. Add the widgets like labels, buttons, frames, etc. to the window.
4. Call the main event loop so that the actions can take place on the user's computer screen.

Example

# !/usr/bin/python3

from tkinter import \*

#creating the application main window.

top = Tk()

#Entering the event main loop

top.mainloop()

**Output:**

![Python Tkinter](data:image/png;base64,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)

**Tkinter widgets:**

There are various widgets like button, label,entry, canvas, checkbutton,Radio button, frame etc. that are used to build the python GUI applications.

**Python Tkinter Geometry:**

The Tkinter geometry specifies the method by using which, the widgets are represented on display. The python Tkinter provides the following geometry methods.

1. The pack() method
2. The grid() method
3. The place() method

**Python Tkinter pack() method:**

The pack() widget is used to organize widget in the block. The positions widgets added to the python application using the pack() method can be controlled by using the various options specified in the method call.

However, the controls are less and widgets are generally added in the less organized manner. The syntax to use the pack() is given below.

### Syntax: widget.pack(options)

A list of possible options that can be passed in pack() is given below.

* **expand:** If the expand is set to true, the widget expands to fill any space.
* **Fill:** By default, the fill is set to NONE. However, we can set it to X or Y to determine whether the widget contains any extra space.
* **size:** it represents the side of the parent to which the widget is to be placed on the window.

Example

# !/usr/bin/python3

from tkinter import \*

parent = Tk()

redbutton = Button(parent, text = "Red", fg = "red")

redbutton.pack( side = LEFT)

greenbutton = Button(parent, text = "Black", fg = "black")

greenbutton.pack( side = RIGHT )

bluebutton = Button(parent, text = "Blue", fg = "blue")

bluebutton.pack( side = TOP )

blackbutton = Button(parent, text = "Green", fg = "red")

blackbutton.pack( side = BOTTOM)

parent.mainloop()

**Output:**

### Python Tkinter

### Python Tkinter grid() method:

The grid() geometry manager organizes the widgets in the tabular form. We can specify the rows and columns as the options in the method call. We can also specify the column span (width) or rowspan(height) of a widget.

This is a more organized way to place the widgets to the python application. The syntax to use the grid() is given below.

Syntax: **widget.grid(options)**

A list of possible options that can be passed inside the grid() method is given below.

* **Column**- The column number in which the widget is to be placed. The leftmost column is represented by 0.
* **Columnspan**- The width of the widget. It represents the number of columns up to which, the column is expanded.
* **ipadx, ipady**- It represents the number of pixels to pad the widget inside the widget's border.
* **padx, pady**- It represents the number of pixels to pad the widget outside the widget's border.
* **Row**- The row number in which the widget is to be placed. The topmost row is represented by 0.
* **Rowspan**- The height of the widget, i.e. the number of the row up to which the widget is expanded.
* **Sticky**- If the cell is larger than a widget, then sticky is used to specify the position of the widget inside the cell. It may be the concatenation of the sticky letters representing the position of the widget. It may be N, E, W, S, NE, NW, NS, EW, ES.

Example

# !/usr/bin/python3

from tkinter import \*

parent = Tk()

name = Label(parent,text = "Name").grid(row = 0, column = 0)

e1 = Entry(parent).grid(row = 0, column = 1)

password = Label(parent,text = "Password").grid(row = 1, column = 0)

e2 = Entry(parent).grid(row = 1, column = 1)

submit = Button(parent, text = "Submit").grid(row = 4, column = 0)

parent.mainloop()

**Output:**

![Python Tkinter](data:image/png;base64,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)

**Python Tkinter place() method:**

The place() geometry manager organizes the widgets to the specific x and y coordinates.

Syntax: **widget.place(options)**

A list of possible options is given below.

* **Anchor:** It represents the exact position of the widget within the container. The default value (direction) is NW (the upper left corner)
* **bordermode:** The default value of the border type is INSIDE that refers to ignore the parent's inside the border. The other option is OUTSIDE.
* **height, width:** It refers to the height and width in pixels.
* **relheight, relwidth:** It is represented as the float between 0.0 and 1.0 indicating the fraction of the parent's height and width.
* **relx, rely:** It is represented as the float between 0.0 and 1.0 that is the offset in the horizontal and vertical direction.
* **x, y:** It refers to the horizontal and vertical offset in the pixels.

Example

# !/usr/bin/python3

**from** tkinter **import** \*

top = Tk()

top.geometry("400x250")

name = Label(top, text = "Name").place(x = 30,y = 50)

email = Label(top, text = "Email").place(x = 30, y = 90)

password = Label(top, text = "Password").place(x = 30, y = 130)

e1 = Entry(top).place(x = 80, y = 50)

e2 = Entry(top).place(x = 80, y = 90)

e3 = Entry(top).place(x = 95, y = 130)

top.mainloop()

**Output:**

![Python Tkinter](data:image/png;base64,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)

# Tkinter widgets:

# Python Tkinter Button:

# The button widget is used to add various types of buttons to the python application. Python allows us to configure the look of the button according to our requirements. Various options can be set or reset depending upon the requirements. We can also associate a method or function with a button which is called when the button is pressed. The syntax to use the button widget is given below.

### Syntax: W = Button(parent, options)

### A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | activebackground | It represents the background of the button when the mouse hover the button. |
| 2 | activeforeground | It represents the font color of the button when the mouse hover the button. |
| 3 | Bd | It represents the border width in pixels. |
| 4 | Bg | It represents the background color of the button. |
| 5 | Command | It is set to the function call which is scheduled when the function is called. |
| 6 | Fg | Foreground color of the button. |
| 7 | Font | The font of the button text. |
| 8 | Height | The height of the button. The height is represented in the number of text lines for the textual lines or the number of pixels for the images. |
| 10 | Highlightcolor | The color of the highlight when the button has the focus. |
| 11 | Image | It is set to the image displayed on the button. |
| 12 | justify | It illustrates the way by which the multiple text lines are represented. It is set to LEFT for left justification, RIGHT for the right justification, and CENTER for the center. |
| 13 | Padx | Additional padding to the button in the horizontal direction. |
| 14 | pady | Additional padding to the button in the vertical direction. |
| 15 | Relief | It represents the type of the border. It can be SUNKEN, RAISED, GROOVE, and RIDGE. |
| 17 | State | This option is set to DISABLED to make the button unresponsive. The ACTIVE represents the active state of the button. |
| 18 | Underline | Set this option to make the button text underlined. |
| 19 | Width | The width of the button. It exists as a number of letters for textual buttons or pixels for image buttons. |
| 20 | Wraplength | If the value is set to a positive number, the text lines will be wrapped to fit within this length. |

Example

**from** tkinter **import** \*

top = Tk()

top.geometry("200x100")

**def** fun():

    messagebox.showinfo("Hello", "Red Button clicked")

b1 = Button(top,text = "Red",command = fun,activeforeground = "red",activebackground = "pink",pady=10)

b2 = Button(top, text = "Blue",activeforeground = "blue",activebackground = "pink",pady=10)

b3 = Button(top, text = "Green",activeforeground = "green",activebackground = "pink",pady = 10)

b4 = Button(top, text = "Yellow",activeforeground = "yellow",activebackground = "pink",pady = 10)

b1.pack(side = LEFT)

b2.pack(side = RIGHT)

b3.pack(side = TOP)

b4.pack(side = BOTTOM)

top.mainloop()

**Output:**
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![Python Tkinter Button](data:image/png;base64,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)

1. **Python Tkinter Entry:**

The Entry widget is used to provde the single line text-box to the user to accept a value from the user. We can use the Entry widget to accept the text strings from the user. It can only be used for one line of text from the user. For multiple lines of text, we must use the text widget.The syntax to use the Entry widget is given below.

**Syntax:** w = Entry (parent, options)

A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | bg | The background color of the widget. |
| 2 | bd | The border width of the widget in pixels. |
| 3 | cursor | The mouse pointer will be changed to the cursor type set to the arrow, dot, etc. |
| 4 | exportselection | The text written inside the entry box will be automatically copied to the clipboard by default. We can set the exportselection to 0 to not copy this. |
| 5 | fg | It represents the color of the text. |
| 6 | font | It represents the font type of the text. |
| 7 | highlightbackground | It represents the color to display in the traversal highlight region when the widget does not have the input focus. |
| 8 | highlightcolor | It represents the color to use for the traversal highlight rectangle that is drawn around the widget when it has the input focus. |
| 9 | highlightthickness | It represents a non-negative value indicating the width of the highlight rectangle to draw around the outside of the widget when it has the input focus. |
| 10 | insertbackground | It represents the color to use as background in the area covered by the insertion cursor. This color will normally override either the normal background for the widget. |
| 11 | insertborderwidth | It represents a non-negative value indicating the width of the 3-D border to draw around the insertion cursor. The value may have any of the forms acceptable to Tk\_GetPixels. |
| 12 | insertofftime | It represents a non-negative integer value indicating the number of milliseconds the insertion cursor should remain "off" in each blink cycle. If this option is zero, then the cursor doesn't blink: it is on all the time. |
| 13 | insertontime | Specifies a non-negative integer value indicating the number of milliseconds the insertion cursor should remain "on" in each blink cycle. |
| 14 | insertwidth | It represents the value indicating the total width of the insertion cursor. The value may have any of the forms acceptable to Tk\_GetPixels. |
| 15 | justify | It specifies how the text is organized if the text contains multiple lines. |
| 16 | relief | It specifies the type of the border. Its default value is FLAT. |
| 17 | selectbackground | The background color of the selected text. |
| 18 | selectborderwidth | The width of the border to display around the selected task. |
| 19 | selectforeground | The font color of the selected task. |
| 20 | show | It is used to show the entry text of some other type instead of the string. For example, the password is typed using stars (\*). |
| 21 | textvariable | It is set to the instance of the StringVar to retrieve the text from the entry. |
| 22 | width | The width of the displayed text or image. |
| 23 | xscrollcommand | The entry widget can be linked to the horizontal scrollbar if we want the user to enter more text then the actual width of the widget. |

Example

# !/usr/bin/python3

**from** tkinter **import** \*

top = Tk()

top.geometry("400x250")

name = Label(top, text = "Name").place(x = 30,y = 50)

email = Label(top, text = "Email").place(x = 30, y = 90)

password = Label(top, text = "Password").place(x = 30, y = 130)

sbmitbtn = Button(top, text = "Submit",activebackground = "pink", activeforeground = "blue").place(x = 30, y = 170)

e1 = Entry(top).place(x = 80, y = 50)

e2 = Entry(top).place(x = 80, y = 90)

e3 = Entry(top).place(x = 95, y = 130)

top.mainloop()

**Output:**

![Python Tkinter Entry](data:image/png;base64,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)

**Entry widget methods:**

Python provides various methods to configure the data written inside the widget. There are the following methods provided by the Entry widget.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | delete(first, last = none) | It is used to delete the specified characters inside the widget. |
| 2 | get() | It is used to get the text written inside the widget. |
| 3 | icursor(index) | It is used to change the insertion cursor position. We can specify the index of the character before which, the cursor to be placed. |
| 4 | index(index) | It is used to place the cursor to the left of the character written at the specified index. |
| 5 | insert(index,s) | It is used to insert the specified string before the character placed at the specified index. |
| 6 | select\_adjust(index) | It includes the selection of the character present at the specified index. |
| 7 | select\_clear() | It clears the selection if some selection has been done. |
| 8 | select\_form(index) | It sets the anchor index position to the character specified by the index. |
| 9 | select\_present() | It returns true if some text in the Entry is selected otherwise returns false. |
| 10 | select\_range(start,end) | It selects the characters to exist between the specified range. |
| 11 | select\_to(index) | It selects all the characters from the beginning to the specified index. |
| 12 | xview(index) | It is used to link the entry widget to a horizontal scrollbar. |
| 13 | xview\_scroll(number,what) | It is used to make the entry scrollable horizontally. |

# Python Tkinter Label:

# The Label is used to specify the container box where we can place the text or images. This widget is used to provide the message to the user about other widgets used in the python application. There are the various options which can be specified to configure the text or the part of the text shown in the Label. The syntax to use the Label is given below.

### Syntax: w = Label (master, options)

### A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | anchor | It specifies the exact position of the text within the size provided to the widget. The default value is CENTER, which is used to center the text within the specified space. |
| 2 | bg | The background color displayed behind the widget. |
| 3 | bitmap | It is used to set the bitmap to the graphical object specified so that, the label can represent the graphics instead of text. |
| 4 | bd | It represents the width of the border. The default is 2 pixels. |
| 5 | cursor | The mouse pointer will be changed to the type of the cursor specified, i.e., arrow, dot, etc. |
| 6 | font | The font type of the text written inside the widget. |
| 7 | fg | The foreground color of the text written inside the widget. |
| 8 | height | The height of the widget. |
| 9 | image | The image that is to be shown as the label. |
| 10 | justify | It is used to represent the orientation of the text if the text contains multiple lines. It can be set to LEFT for left justification, RIGHT for right justification, and CENTER for center justification. |
| 11 | padx | The horizontal padding of the text. The default value is 1. |
| 12 | pady | The vertical padding of the text. The default value is 1. |
| 13 | relief | The type of the border. The default value is FLAT. |
| 14 | text | This is set to the string variable which may contain one or more line of text. |
| 15 | textvariable | The text written inside the widget is set to the control variable StringVar so that it can be accessed and changed accordingly. |
| 16 | underline | We can display a line under the specified letter of the text. Set this option to the number of the letter under which the line will be displayed. |
| 17 | width | The width of the widget. It is specified as the number of characters. |
| 18 | wraplength | Instead of having only one line as the label text, we can break it to the number of lines where each line has the number of characters specified to this option. |

Example:

# !/usr/bin/python3

**from** tkinter **import** \*

top = Tk()

top.geometry("400x250")

#creating label

uname = Label(top, text = "Username").place(x = 30,y = 50)

#creating label

password = Label(top, text = "Password").place(x = 30, y = 90)

sbmitbtn = Button(top, text = "Submit",activebackground = "pink", activeforeground = "blue").place(x = 30, y = 120)

e1 = Entry(top,width = 20).place(x = 100, y = 50)

e2 = Entry(top, width = 20).place(x = 100, y = 90)

top.mainloop()

**Output:**

![Python Tkinter Label](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZIAAAEhCAYAAABV3CYhAAATe0lEQVR4nO3dC3BN977A8V8i8UwRkniEYhziVbQeVXqL66KU0cqtckalpdQjR+ORo0n1et1MtfGoV1HHjI4qRj2G3lC9F+U6OnqdpooqWqIerUelGCWEm9+/so9oPOqn9try/cysyd5rr6z9HzP213/9lyREfhWUs1XL2WJztrcEAIAbS8zZluVs+3O2KyHya0Tq5Wz/lbNVLl26tEyaNEk6duwo4eHhEhIS4sexAgD87dKlS/LTTz/JmjVrZMiQIZKZmZmaszs+Z+ucs+3QSuhMxEUkLi5OZs2aJUFBQXL58mW5ePGi2wAABVupUqWkR48e0r17d+nbt6+8//77VXJ2r8zZ2mhI9HKWi8icOXMkKyvLv6MFAHiOTi5004nG3Llz3df58+dXzXnpGQ3JW3oJa9q0aUQEAHBTV65ccVeqpk+fLitXrpSff/55glsASUlJkeDgYH+PDwAQIAoVKuTaER8fLy4kzZs39/eYAAABJrcdLiQVKlTw62AAAIEnOjrafXUhKVGihF8HAwAIPLnt4D+JAABMCAkAwISQAABMCAkAwISQAABMCAlwE9nZ2fIvbdpK3dq1Zc7MGf4eDuBJhAS46p1358j7HyyUKRNTpUmjRv4eDu4TzVv9601f//uGdfdsHPUfqifjx40V/Snv6ufTpyX5P0bJF+lfmsZBSACgAKhWtaps/2qH/GXoMJk2aaL7oYuDhyXK3n37pMqDD5rOTUiAHMNfTZa/f/aZe/zKsET3tXmzZvJmyrg8x+nvZRielCxbP/8/eW3EX+WpDk/e87EiMF3/L/5bzVTutsmpb0p8whD59rv9LiYakn3fficVypeXSW+NN52bkAA5/vxcN/dVY9Lzzz2kerWqEhkRmecY/amnb6ROcBHp80IcEUFAiYqMlOlvT/bFRJUvV06mTprgYmJBSIAcjzzcUD77/HMXkiaNHvGtkehie67Zf5srqz9eK+3b/pv0juvlr6ECdyw0JFSKFCnyz+ehOc8LF7nJd9weQgLchj379snOr792j09lZvp3MMAdOPnTT/KXIcPkQEaGb00k4+BBd5lr+tuTpGyZMnd8bkICXBV09Wt+v15a9zV46CEpXbqUfLrpf+XjT/5bnmzX9t4OEL9Li9Ztbvr65vX/c49G8qt7vSZyvWEjknwR0XCo+IShLiZD//qqvPe3d+/43IQEuKpcVJT7Onfeezl/ub7XRRHp9u+xbl9kRISkvpEi589fkM+3/UOmTJ8hzZo28d1GCe/RNS380569e6XGn/7kFtZzZx8aFI2I3rllQUiAq3SG8Y/0dBeK9xculHp16sizsV3da7pQGRYW5rZ+vV+Ut3NCMnnadBnz+kg/jxo3cq/+f8ateHkcGhTLTCQXIQGuKl68uPzn6FG/2X/9X0CdpeTOVAAQEgCAESEBAJgQEgCACSEBAJgQEgCACSEBAJgQEgCACSEBAJgQEgCAiQvJtT8qGwCA38OF5JdffvH3OAAAAcqF5MyZn/09DgBAgHIhSUtb5e9xAAAClAvJk0929vc4AAABaTh3bQEAbAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkHjUhg0b/D0EwKdVq1b+HgI8jJB4WL9+/fw9BECOHj0qZ86c8fcw4GGEBABg4pmQNGzYUObOnSuNGjXy7dPnmzZtknnz5vlvYACAm/JMSO6F7OxsKVSokL+HAQD3lYAKydSpU2Xx4sVy4cIFKVu2rKSmpkr9+vXlxIkTMm7cONm6dasULVpU4uLi5IUXXnDf06JFC+nVq5ekpaVJVlaWrF692u3T1z/++GM5ffq0PPLII5KSkuKLzJQpU2TFihWSmZkpVapUkeTkZGnatKnvfIMGDXKzpGPHjkn37t3d+yUmJsqOHTukWbNmMnnyZClWrJg7/mZjA4D7QcCEZOfOnbJ8+XJZtWqVlClTRg4dOiQhISFy5coViY+Pl4cfftjd6XTy5El58cUXpWrVqr47TbZt2yZLliyR0NBQ3/m2b98uixYtco979OjhQtO5c2f3vHr16u748PBwWbp0qSQkJMi6detcCNTatWtd0M6ePStdu3aV9PR0GTNmjFSuXFl69+7tvlfjdTtjA4BAFzAh0dnC+fPnZffu3dKkSROpVKmS26/P9+7dKwsWLHDHVKxYUXr27Clr1qzxfVjrh3rhwoXznO/55593IVLNmzeXXbt2+ULSqVMn33HdunWTmTNnyoEDB6RWrVpun95NpZHRrXHjxhITE+M21b59e3cu9c0339xybAAQ6DwTEp0tXLp0Kc8+fZ77Ya8f4sOHD5eJEye6D/XWrVu7S05Hjhxxl6yeeuop3/ddvHhRateu7XseFRX1m/fTCOQqUqSIu4yVSy9rzZ8/312WCg4OdpewTp065Xs9MjLS91hnKREREb7neknr3Llz7vHtjA0AAp1nQlKhQgV3uerRRx/17Tt48KBER0f7nsfGxrpNP9STkpLcTOGZZ56RkiVLurWPoKCgfM99o/35ycjIcOslOouoWbOm29emTRt3mer3Kl++/C3HBgCBzjMh0X+16+2+9erVkwcffNCta+i6xezZs93reolI1yR0cT0sLEyKFy/uLhfpTEUvc02YMMEtguvsYv/+/W5WoMf+XvoeOsvQRXalayMauDtxt8cGAF7kmZD06dPH3Y01cOBAd0lJF65Hjx7tu1tKP3x1QVtnKbreofv1WL30NGPGDBk/fry0bdvWXUqqVq2aDB48+I7GUbduXbdG0qVLF3dnmMagRo0ad3Suuz02APAiz4RE10L0A/ZGH7INGjRwaxf50TUK/Vd/fjZv3nzLfRqka40YMcJtt3M+vdX3Wno7sG63MzYAuB94JiQAgMBESAAAJoQEAGBCSAAAJoTEw/T3QACA1xESj9IfocIvEwIQCAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkAAATAgJAMCEkHjUhg0b/D0EwKdVq1b+HgI8jJB4WL9+/fw9BECOHj0qZ86c8fcw4GGE5A/y5ptvSqFChWT48OH+HgoA/KE8E5JOnTrJ3r173ePw8HBp0aKFvP7661K6dGn/DgwAcFOeCYnSf8V37txZDh06JAkJCTJp0iQZO3asv4d1U9nZ2W7mAQAFladCEhwc7D6Uq1SpIh07dpRPPvnE7Z8yZYqsWLFCMjMz3WvJycnStGlT99rUqVNl8eLFcuHCBSlbtqykpqZK/fr1892vMx4956xZs9z3tmvXTmrVquWOVS1btnSv1a5dWzIyMmT06NGyY8cOiYiIkMGDB0uHDh3ccTpb6tWrl6SlpUlWVpasXr1a9u3bJ0lJSfLdd99J48aN3ffozAoA7neeCkmuc+fOycaNG6Vq1aruefXq1WXJkiXug3np0qVutrJu3Tr59ttvZfny5bJq1SopU6aMm8mEhITIzp07892v3//GG2/I5cuX5cSJE3Lx4kVJT0937/H999+7942JiXGzjAEDBkj79u3l3XfflS+//FL69u3rxqORUdu2bXNjCg0NdccPGjRIYmNjpU+fPrJlyxb3/XFxcX76EwSAe8dTIdHLWHp56/Tp09KwYUMZNmyY26/rJ7m6desmM2fOlAMHDrjZy/nz52X37t3SpEkTqVSpkjtGZy757VclSpSQr7/+2n3/448/7h7rLOKLL75wMwmdFX311Vdy/PhxiY+Pd++h+3WGtHLlSl9IdEZSuHBh91jDpe+pEdHj9byPPfbYvfpjAwC/8lRIhgwZ4mYBpUqVcv/Sz6WXtebPn+9mEfpBf+zYMTl16pT7sNa7oiZOnOjC0Lp1a3fZSy9X5bdfZycalq1bt7pLV3p5rGTJku65zkz0NaXnL1euXJ61j+joaHf5KldUVJTvsR5fsWLFPMdXrlz5j/yjAgDP8FRIHnjgAbe2cC39wE9JSZEFCxZIzZo13b42bdrIlStX3GO9nKSbhkXXKHS28tprr91wv8Zj/fr17lJW//793XvqJTCdkfTs2dOdUyPx448/5llIP3z4sItLrqCgIN9jPf7kyZN5xq3RIyYACgJPhSQ/Z8+elaJFi7pFdqVrI7rmoXTxXF/XxfWwsDApXry4++C/0X6lIdF1Eg1W+fLl3euJiYkuGrmXrerUqeMW6DU+Gpvt27e7BXWdFeWnbt26boxr1651C/gav08//dQXJgC4n3k+JPohrWskXbp0cR/uetmqRo0a7jVdHB8zZowcPHjQrVdoJAYOHCj79+/Pd7/SBXMNi657KA2Jzhz0sldubPSr3r01atQomTdvnouOrt/oWPKjx8+YMUNGjhzpFuf1XDprAoCCwDMh+eijj2742ogRI9yWH10/uV6DBg3y3Z9r8+bNeZ4vW7bsN8docN57773b+n6lcdPbjQGgoPFMSAAAgYmQAABMCAkAwISQAABMCImH6e+BAACvIyQepb+Rjl8mBCAQEBIAgAkhAQCYEBIAgAkhAQCYEBIAgAkhAQCYEBIAgAkhAQCYEBIAgAkhAQCYEBIAgInfQ1KzZk1/D8GT9uzZ4+8hAMBt8XtIFB+aeemv7H3uuef8PQwAuC2eCAkAIHAREgCACSEBAJgQEgCACSEBAJgU2JC0aNFC5s2bJzVq1Lgr52vdurVMmzZN6tWrd1fOBwCBImBDkp6eLqmpqbJr1y4JCQmR6tWry9ChQ6Vp06Z+Gc8rr7wiFStWdI+feOIJeeedd4gKgAIhIENy4cIFefnll6VPnz4ye/Zsyc7OdmHRoPjL008/7bf3BgB/CsiQHD58WDIzMyUuLk6KFCni9rVs2TLPMXXq1JGNGzdKRESEe56SkiIlSpSQhIQE3zFbtmyRQYMGuXN16NBBRo4cKaGhoe41vfSlr+nlr2PHjkn37t3d+yUmJsqOHTukWbNmMnnyZClWrJg7PvfS1ocffignTpyQ/v37u3PpTIXIALifBWRIoqOjpVy5cvLqq69KbGys1K9fX0qWLPm7z5OWlub+F3lQUJD07dtX5syZIwMHDvS9vnbtWvf62bNnpWvXrm7WM2bMGKlcubL07t1blixZIr169cpzztGjR8u6deu4tAWgwAjIkOgsZNGiRe6Df+zYsXLo0CE3g9DHFSpUuO3zvPTSSxIeHu4eDxgwQCZOnJgnJP369XOv69a4cWOJiYlxm2rfvr1bnwGAgi4gQ6J0YXvUqFHusV56SkpKcpem5s6de9vnuDY6ej49z7UiIyN9j4sWLeq7TKb0kta5c+fudPgAcN8I2JBcKyoqSp599lkZN26cb59+0GdlZfme6zqIrpFc6+jRo1K3bl33+MiRI+48d0NwcPBdOQ8ABIKADIleylq2bJl06tTJrZf88MMPsnDhQmnQoIHvmNq1a8umTZvcT9E9ePCgrF+/Xnr27JnnPDp70UtWukaid3917NjxroyvTJkykpGRwRoJgAIhIEMSFhbmZhB6++/x48elVKlSbo1kxIgRvmOSk5Pd9sEHH7jLVq1atfrNefROrW7durnZiq556IL73aB3bOldYrrwrnd56XsAwP0qIENSunRpGT9+/E2P0dt/V6xYccPXN2/e7L5ef9fV9a/n0lt9r6W3A+uWS2c8udq1a+c2ACgIAjIkAADvICQAABNCAgAwISQAABNCAgAwISQAABNCAgAw8URI9CfsAgACk99DsmfPHvdjTAAAgcnvIQEABDZCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwISQAABNCAgAwcSGJiYnx9zgAAAHq/wECs6kk5DLR0AAAAABJRU5ErkJggg==)

1. **Python Tkinter Checkbutton:**

The Checkbutton is used to track the user's choices provided to the application. In other words, we can say that Checkbutton is used to implement the on/off selections.

The Checkbutton can contain the text or images. The Checkbutton is mostly used to provide many choices to the user among which, the user needs to choose the one. It generally implements many of many selections. The syntax to use the checkbutton is given below.

**Syntax:** w = checkbutton(master, options)

A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | activebackground | It represents the background color when the checkbutton is under the cursor. |
| 2 | activeforeground | It represents the foreground color of the checkbutton when the checkbutton is under the cursor. |
| 3 | bg | The background color of the button. |
| 4 | bitmap | It displays an image (monochrome) on the button. |
| 5 | bd | The size of the border around the corner. |
| 6 | command | It is associated with a function to be called when the state of the checkbutton is changed. |
| 7 | cursor | The mouse pointer will be changed to the cursor name when it is over the checkbutton. |
| 8 | disableforeground | It is the color which is used to represent the text of a disabled checkbutton. |
| 9 | font | It represents the font of the checkbutton. |
| 10 | fg | The foreground color (text color) of the checkbutton. |
| 11 | height | It represents the height of the checkbutton (number of lines). The default height is 1. |
| 12 | highlightcolor | The color of the focus highlight when the checkbutton is under focus. |
| 13 | image | The image used to represent the checkbutton. |
| 14 | justify | This specifies the justification of the text if the text contains multiple lines. |
| 15 | offvalue | The associated control variable is set to 0 by default if the button is unchecked. We can change the state of an unchecked variable to some other one. |
| 16 | onvalue | The associated control variable is set to 1 by default if the button is checked. We can change the state of the checked variable to some other one. |
| 17 | padx | The horizontal padding of the checkbutton |
| 18 | pady | The vertical padding of the checkbutton. |
| 19 | relief | The type of the border of the checkbutton. By default, it is set to FLAT. |
| 20 | selectcolor | The color of the checkbutton when it is set. By default, it is red. |
| 21 | selectimage | The image is shown on the checkbutton when it is set. |
| 22 | state | It represents the state of the checkbutton. By default, it is set to normal. We can change it to DISABLED to make the checkbutton unresponsive. The state of the checkbutton is ACTIVE when it is under focus. |
| 24 | underline | It represents the index of the character in the text which is to be underlined. The indexing starts with zero in the text. |
| 25 | variable | It represents the associated variable that tracks the state of the checkbutton. |
| 26 | width | It represents the width of the checkbutton. It is represented in the number of characters that are represented in the form of texts. |
| 27 | wraplength | If this option is set to an integer number, the text will be broken into the number of pieces. |

## Methods:

The methods that can be called with the Checkbuttons are described in the following table.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | deselect() | It is called to turn off the checkbutton. |
| 2 | flash() | The checkbutton is flashed between the active and normal colors. |
| 3 | invoke() | This will invoke the method associated with the checkbutton. |
| 4 | select() | It is called to turn on the checkbutton. |
| 5 | toggle() | It is used to toggle between the different Checkbuttons. |

### Example

**from** tkinter **import** \*

top = Tk()

top.geometry("200x200")

  checkvar1 = IntVar()

  checkvar2 = IntVar()

  checkvar3 = IntVar()

  chkbtn1 = Checkbutton(top, text = "C", variable = checkvar1, onvalue = 1, offvalue = 0, height = 2, width = 10)

  chkbtn2 = Checkbutton(top, text = "C++", variable = checkvar2, onvalue = 1, offvalue = 0, height = 2, width = 10)

  chkbtn3 = Checkbutton(top, text = "Java", variable = checkvar3, onvalue = 1, offvalue = 0, height = 2, width = 10)

  chkbtn1.pack()

  chkbtn2.pack()

  chkbtn3.pack()

top.mainloop()

**Output:**

![Python Tkinter Checkbutton](data:image/png;base64,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)

# Python Tkinter Radiobutton:

The Radiobutton widget is used to implement one-of-many selection in the python application. It shows multiple choices to the user out of which, the user can select only one out of them. We can associate different methods with each of the radiobutton. We can display the multiple line text or images on the radiobuttons. To keep track the user's selection the radiobutton, it is associated with a single variable. Each button displays a single value for that particular variable. The syntax to use the Radiobutton is given below.

**Syntax:** w = Radiobutton(top, options)

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | activebackground | The background color of the widget when it has the focus. |
| 2 | activeforeground | The font color of the widget text when it has the focus. |
| 3 | anchor | It represents the exact position of the text within the widget if the widget contains more space than the requirement of the text. The default value is CENTER. |
| 4 | bg | The background color of the widget. |
| 5 | bitmap | It is used to display the graphics on the widget. It can be set to any graphical or image object. |
| 6 | borderwidth | It represents the size of the border. |
| 7 | command | This option is set to the procedure which must be called every-time when the state of the radiobutton is changed. |
| 8 | cursor | The mouse pointer is changed to the specified cursor type. It can be set to the arrow, dot, etc. |
| 9 | font | It represents the font type of the widget text. |
| 10 | fg | The normal foreground color of the widget text. |
| 11 | height | The vertical dimension of the widget. It is specified as the number of lines (not pixel). |
| 12 | highlightcolor | It represents the color of the focus highlight when the widget has the focus. |
| 13 | highlightbackground | The color of the focus highlight when the widget is not having the focus. |
| 14 | image | It can be set to an image object if we want to display an image on the radiobutton instead the text. |
| 15 | justify | It represents the justification of the multi-line text. It can be set to CENTER(default), LEFT, or RIGHT. |
| 16 | padx | The horizontal padding of the widget. |
| 17 | pady | The vertical padding of the widget. |
| 18 | relief | The type of the border. The default value is FLAT. |
| 19 | selectcolor | The color of the radio button when it is selected. |
| 20 | selectimage | The image to be displayed on the radiobutton when it is selected. |
| 21 | state | It represents the state of the radio button. The default state of the Radiobutton is NORMAL. However, we can set this to DISABLED to make the radiobutton unresponsive. |
| 22 | text | The text to be displayed on the radiobutton. |
| 23 | textvariable | It is of String type that represents the text displayed by the widget. |
| 24 | underline | The default value of this option is -1, however, we can set this option to the number of character which is to be underlined. |
| 25 | value | The value of each radiobutton is assigned to the control variable when it is turned on by the user. |
| 26 | variable | It is the control variable which is used to keep track of the user's choices. It is shared among all the radiobuttons. |
| 27 | width | The horizontal dimension of the widget. It is represented as the number of characters. |
| 28 | wraplength | We can wrap the text to the number of lines by setting this option to the desired number so that each line contains only that number of characters. |

## Methods: The radiobutton widget provides the following methods.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | deselect() | It is used to turn of the radiobutton. |
| 2 | flash() | It is used to flash the radiobutton between its active and normal colors few times. |
| 3 | invoke() | It is used to call any procedure associated when the state of a Radiobutton is changed. |
| 4 | select() | It is used to select the radiobutton. |

### Example:

**from** tkinter **import** \*

**def** selection():

   selection = "You selected the option " + str(radio.get())

   label.config(text = selection)

top = Tk()

top.geometry("300x150")

radio = IntVar()

lbl = Label(text = "Favourite programming language:")

lbl.pack()

R1 = Radiobutton(top, text="C", variable=radio, value=1,command=selection)

R1.pack( anchor = W )

R2 = Radiobutton(top, text="C++", variable=radio, value=2,command=selection)

R2.pack( anchor = W )

R3 = Radiobutton(top, text="Java", variable=radio, value=3,command=selection)

R3.pack( anchor = W)

label = Label(top)

label.pack()

top.mainloop()

**Output:**

![Python Tkinter Radiobutton](data:image/png;base64,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)

# Python Tkinter Frame:

Python Tkinter Frame widget is used to organize the group of widgets. It acts like a container which can be used to hold the other widgets. The rectangular areas of the screen are used to organize the widgets to the python application. The syntax to use the Frame widget is given below.

### Syntax: w = Frame(parent,  options)

### A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | bd | It represents the border width. |
| 2 | bg | The background color of the widget. |
| 3 | cursor | The mouse pointer is changed to the cursor type set to different values like an arrow, dot, etc. |
| 4 | height | The height of the frame. |
| 5 | highlightbackground | The color of the background color when it is under focus. |
| 6 | highlightcolor | The text color when the widget is under focus. |
| 7 | highlightthickness | It specifies the thickness around the border when the widget is under the focus. |
| 8 | relief | It specifies the type of the border. The default value if FLAT. |
| 9 | width | It represents the width of the widget. |

### Example:

**from** tkinter **import** \*

top = Tk()

top.geometry("140x100")

frame = Frame(top)

frame.pack()

leftframe = Frame(top)

leftframe.pack(side = LEFT)

rightframe = Frame(top)

rightframe.pack(side = RIGHT)

btn1 = Button(frame, text="Submit", fg="red",activebackground = "red")

btn1.pack(side = LEFT)

btn2 = Button(frame, text="Remove", fg="brown", activebackground = "brown")

btn2.pack(side = RIGHT)

btn3 = Button(rightframe, text="Add", fg="blue", activebackground = "blue")

btn3.pack(side = LEFT)

btn4 = Button(leftframe, text="Modify", fg="black", activebackground = "white")

btn4.pack(side = RIGHT)

top.mainloop()

**Output:**

![Python Tkinter Frame](data:image/png;base64,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)

# Python Tkinter Listbox:

The Listbox widget is used to display the list items to the user. We can place only text items in the Listbox and all text items contain the same font and color.

The user can choose one or more items from the list depending upon the configuration. The syntax to use the Listbox is given below.

w = Listbox(parent, options)

A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | bg | The background color of the widget. |
| 2 | bd | It represents the size of the border. Default value is 2 pixel. |
| 3 | cursor | The mouse pointer will look like the cursor type like dot, arrow, etc. |
| 4 | font | The font type of the Listbox items. |
| 5 | fg | The color of the text. |
| 6 | height | It represents the count of the lines shown in the Listbox. The default value is 10. |
| 7 | highlightcolor | The color of the Listbox items when the widget is under focus. |
| 8 | highlightthickness | The thickness of the highlight. |
| 9 | relief | The type of the border. The default is SUNKEN. |
| 10 | selectbackground | The background color that is used to display the selected text. |
| 11 | selectmode | It is used to determine the number of items that can be selected from the list. It can set to BROWSE, SINGLE, MULTIPLE, EXTENDED. |
| 12 | width | It represents the width of the widget in characters. |
| 13 | xscrollcommand | It is used to let the user scroll the Listbox horizontally. |
| 14 | yscrollcommand | It is used to let the user scroll the Listbox vertically. |

## Methods: There are the following methods associated with the Listbox.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | activate(index) | It is used to select the lines at the specified index. |
| 2 | curselection() | It returns a tuple containing the line numbers of the selected element or elements, counting from 0. If nothing is selected, returns an empty tuple. |
| 3 | delete(first, last = None) | It is used to delete the lines which exist in the given range. |
| 4 | get(first, last = None) | It is used to get the list items that exist in the given range. |
| 5 | index(i) | It is used to place the line with the specified index at the top of the widget. |
| 6 | insert(index, \*elements) | It is used to insert the new lines with the specified number of elements before the specified index. |
| 7 | nearest(y) | It returns the index of the nearest line to the y coordinate of the Listbox widget. |
| 8 | see(index) | It is used to adjust the position of the listbox to make the lines specified by the index visible. |
| 9 | size() | It returns the number of lines that are present in the Listbox widget. |
| 10 | xview() | This is used to make the widget horizontally scrollable. |
| 11 | xview\_moveto(fraction) | It is used to make the listbox horizontally scrollable by the fraction of width of the longest line present in the listbox. |
| 12 | xview\_scroll(number, what) | It is used to make the listbox horizontally scrollable by the number of characters specified. |
| 13 | yview() | It allows the Listbox to be vertically scrollable. |
| 14 | yview\_moveto(fraction) | It is used to make the listbox vertically scrollable by the fraction of width of the longest line present in the listbox. |
| 15 | yview\_scroll (number, what) | It is used to make the listbox vertically scrollable by the number of characters specified. |

### Example:

# !/usr/bin/python3

**from** tkinter **import** \*

  top = Tk()

  top.geometry("200x250")

  lbl = Label(top,text = "A list of favourite countries...")

 listbox = Listbox(top)

 listbox.insert(1,"India")

 listbox.insert(2, "USA")

 listbox.insert(3, "Japan")

 listbox.insert(4, "Austrelia")

 lbl.pack()

listbox.pack()

 top.mainloop()

**Output:**

![Python Tkinter Listbox](data:image/png;base64,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)

# Python Tkinter Message:

The Message widget is used to show the message to the user regarding the behaviour of the python application. The message widget shows the text messages to the user which can not be edited. The message text contains more than one line. However, the message can only be shown in the single font. The syntax to use the Message widget is given below.

### Syntax: w = Message(parent, options)

A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | anchor | It is used to decide the exact position of the text within the space provided to the widget if the widget contains more space than the need of the text. The default is CENTER. |
| 2 | bg | The background color of the widget. |
| 3 | bitmap | It is used to display the graphics on the widget. It can be set to any graphical or image object. |
| 4 | bd | It represents the size of the border in the pixel. The default size is 2 pixel. |
| 5 | cursor | The mouse pointer is changed to the specified cursor type. The cursor type can be an arrow, dot, etc. |
| 6 | font | The font type of the widget text. |
| 7 | fg | The font color of the widget text. |
| 8 | height | The vertical dimension of the message. |
| 9 | image | We can set this option to a static image to show that onto the widget. |
| 10 | justify | This option is used to specify the alignment of multiple line of code with respect to each other. The possible values can be LEFT (left alignment), CENTER (default), and RIGHT (right alignment). |
| 11 | padx | The horizontal padding of the widget. |
| 12 | pady | The vertical padding of the widget. |
| 13 | relief | It represents the type of the border. The default type is FLAT. |
| 14 | text | We can set this option to the string so that the widget can represent the specified text. |
| 15 | textvariable | This is used to control the text represented by the widget. The textvariable can be set to the text that is shown in the widget. |
| 16 | underline | The default value of this option is -1 that represents no underline. We can set this option to an existing number to specify that nth letter of the string will be underlined. |
| 17 | width | It specifies the horizontal dimension of the widget in the number of characters (not pixel). |
| 18 | wraplength | We can wrap the text to the number of lines by setting this option to the desired number so that each line contains only that number of characters. |

### Example:

**from** tkinter **import** \*

  top = Tk()

top.geometry("100x100")

var = StringVar()

msg = Message( top, text = "Welcome to Javatpoint")

  msg.pack()

top.mainloop()

**Output:**

![Python Tkinter Message](data:image/png;base64,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)

# Python Tkinter Menubutton:

The Menubutton widget can be defined as the drop-down menu that is shown to the user all the time. It is used to provide the user a option to select the appropriate choice exist within the application. The Menubutton is used to implement various types of menus in the python application. A Menu is associated with the Menubutton that can display the choices of the Menubutton when clicked by the user. The syntax to use the python tkinter Menubutton is given below.

### Syntax : w = Menubutton(Top, options)

### A list of various options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | activebackground | The background color of the widget when the widget is under focus. |
| 2 | activeforeground | The font color of the widget text when the widget is under focus. |
| 3 | anchor | It specifies the exact position of the widget content when the widget is assigned more space than needed. |
| 4 | bg | It specifies the background color of the widget. |
| 5 | bitmap | It is set to the graphical content which is to be displayed to the widget. |
| 6 | bd | It represents the size of the border. The default value is 2 pixels. |
| 7 | cursor | The mouse pointer will be changed to the cursor type specified when the widget is under the focus. The possible value of the cursor type is arrow, or dot etc. |
| 8 | direction | It direction can be specified so that menu can be displayed to the specified direction of the button. Use LEFT, RIGHT, or ABOVE to place the widget accordingly. |
| 9 | disabledforeground | The text color of the widget when the widget is disabled. |
| 10 | fg | The normal foreground color of the widget. |
| 11 | height | The vertical dimension of the Menubutton. It is specified as the number of lines. |
| 12 | highlightcolor | The highlight color shown to the widget under focus. |
| 13 | image | The image displayed on the widget. |
| 14 | justify | This specified the exact position of the text under the widget when the text is unable to fill the width of the widget. We can use the LEFT for the left justification, RIGHT for the right justification, CENTER for the centre justification. |
| 15 | menu | It represents the menu specified with the Menubutton. |
| 16 | padx | The horizontal padding of the widget. |
| 17 | pady | The vertical padding of the widget. |
| 18 | relief | This option specifies the type of the border. The default value is RAISED. |
| 19 | state | The normal state of the Mousebutton is enabled. We can set it to DISABLED to make it unresponsive. |
| 20 | text | The text shown with the widget. |
| 21 | textvariable | We can set the control variable of string type to the text variable so that we can control the text of the widget at runtime. |
| 22 | underline | The text of the widget is not underlined by default but we can set this option to make the text of the widget underlined. |
| 23 | width | It represents the width of the widget in characters. The default value is 20. |
| 24 | wraplength | We can break the text of the widget in the number of lines so that the text contains the number of lines not greater than the specified value. |

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

  top = Tk()

  top.geometry("200x250")

  menubutton = Menubutton(top, text = "Language", relief = FLAT)

  menubutton.grid()

  menubutton.menu = Menu(menubutton)

  menubutton["menu"]=menubutton.menu

  menubutton.menu.add\_checkbutton(label = "Hindi", variable=IntVar())

  menubutton.menu.add\_checkbutton(label = "English", variable = IntVar())

  menubutton.pack()

  top.mainloop()

**Output:**

![Python Tkinter Menubutton](data:image/png;base64,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)

# Python Tkinter Menu:

The Menu widget is used to create various types of menus (top level, pull down, and pop up) in the python application. The top-level menus are the one which is displayed just under the title bar of the parent window. We need to create a new instance of the Menu widget and add various commands to it by using the add() method. The syntax to use the Menu widget is given below.

### Syntax: w = Menu(top, options)

A list of possible options is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | activebackground | The background color of the widget when the widget is under the focus. |
| 2 | activeborderwidth | The width of the border of the widget when it is under the mouse. The default is 1 pixel. |
| 3 | activeforeground | The font color of the widget when the widget has the focus. |
| 4 | bg | The background color of the widget. |
| 5 | bd | The border width of the widget. |
| 6 | cursor | The mouse pointer is changed to the cursor type when it hovers the widget. The cursor type can be set to arrow or dot. |
| 7 | disabledforeground | The font color of the widget when it is disabled. |
| 8 | font | The font type of the text of the widget. |
| 9 | fg | The foreground color of the widget. |
| 10 | postcommand | The postcommand can be set to any of the function which is called when the mourse hovers the menu. |
| 11 | relief | The type of the border of the widget. The default type is RAISED. |
| 12 | image | It is used to display an image on the menu. |
| 13 | selectcolor | The color used to display the checkbutton or radiobutton when they are selected. |
| 14 | tearoff | By default, the choices in the menu start taking place from position 1. If we set the tearoff = 1, then it will start taking place from 0th position. |
| 15 | title | Set this option to the title of the window if you want to change the title of the window. |

## Methods: The Menu widget contains the following methods.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | add\_command(options) | It is used to add the Menu items to the menu. |
| 2 | add\_radiobutton(options) | This method adds the radiobutton to the menu. |
| 3 | add\_checkbutton(options) | This method is used to add the checkbuttons to the menu. |
| 4 | add\_cascade(options) | It is used to create a hierarchical menu to the parent menu by associating the given menu to the parent menu. |
| 5 | add\_seperator() | It is used to add the seperator line to the menu. |
| 6 | add(type, options) | It is used to add the specific menu item to the menu. |
| 7 | delete(startindex, endindex) | It is used to delete the menu items exist in the specified range. |
| 8 | entryconfig(index, options) | It is used to configure a menu item identified by the given index. |
| 9 | index(item) | It is used to get the index of the specified menu item. |
| 10 | insert\_seperator(index) | It is used to insert a seperator at the specified index. |
| 11 | invoke(index) | It is used to invoke the associated with the choice given at the specified index. |
| 12 | type(index) | It is used to get the type of the choice specified by the index. |

Example:

**from** tkinter **import** Toplevel, Button, Tk, Menu

top = Tk()

menubar = Menu(top)

file = Menu(menubar, tearoff=0)

file.add\_command(label="New")

file.add\_command(label="Open")

file.add\_command(label="Save")

file.add\_command(label="Save as...")

file.add\_command(label="Close")

  file.add\_separator()

  file.add\_command(label="Exit", command=top.quit)

  menubar.add\_cascade(label="File", menu=file)

edit = Menu(menubar, tearoff=0)

edit.add\_command(label="Undo")

  edit.add\_separator()

  edit.add\_command(label="Cut")

edit.add\_command(label="Copy")

edit.add\_command(label="Paste")

edit.add\_command(label="Delete")

edit.add\_command(label="Select All")

  menubar.add\_cascade(label="Edit", menu=edit)

help = Menu(menubar, tearoff=0)

help.add\_command(label="About")

menubar.add\_cascade(label="Help", menu=help)

  top.config(menu=menubar)

top.mainloop()

**Output:**
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# Python Tkinter Text:

# The Text widget is used to show the text data on the Python application. However, Tkinter provides us the Entry widget which is used to implement the single line text box. The Text widget is used to display the multi-line formatted text with various styles and attributes. The Text widget is mostly used to provide the text editor to the user. The Text widget also facilitates us to use the marks and tabs to locate the specific sections of the Text. We can also use the windows and images with the Text as it can also be used to display the formatted text. The syntax to use the Text widget is given below.

### Syntax: w = Text(top, options)

### A list of possible options that can be used with the Text widget is given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Option** | **Description** |
| 1 | bg | The background color of the widget. |
| 2 | bd | It represents the border width of the widget. |
| 3 | cursor | The mouse pointer is changed to the specified cursor type, i.e. arrow, dot, etc. |
| 4 | exportselection | The selected text is exported to the selection in the window manager. We can set this to 0 if we don't want the text to be exported. |
| 5 | font | The font type of the text. |
| 6 | fg | The text color of the widget. |
| 7 | height | The vertical dimension of the widget in lines. |
| 8 | highlightbackground | The highlightcolor when the widget doesn't has the focus. |
| 9 | highlightthickness | The thickness of the focus highlight. The default value is 1. |
| 10 | highlighcolor | The color of the focus highlight when the widget has the focus. |
| 11 | insertbackground | It represents the color of the insertion cursor. |
| 12 | insertborderwidth | It represents the width of the border around the cursor. The default is 0. |
| 13 | insertofftime | The time amount in Milliseconds during which the insertion cursor is off in the blink cycle. |
| 14 | insertontime | The time amount in Milliseconds during which the insertion cursor is on in the blink cycle. |
| 15 | insertwidth | It represents the width of the insertion cursor. |
| 16 | padx | The horizontal padding of the widget. |
| 17 | pady | The vertical padding of the widget. |
| 18 | relief | The type of the border. The default is SUNKEN. |
| 19 | selectbackground | The background color of the selected text. |
| 20 | selectborderwidth | The width of the border around the selected text. |
| 21 | spacing1 | It specifies the amount of vertical space given above each line of the text. The default is 0. |
| 22 | spacing2 | This option specifies how much extra vertical space to add between displayed lines of text when a logical line wraps. The default is 0. |
| 23 | spacing3 | It specifies the amount of vertical space to insert below each line of the text. |
| 24 | state | It the state is set to DISABLED, the widget becomes unresponsive to the mouse and keyboard unresponsive. |
| 25 | tabs | This option controls how the tab character is used to position the text. |
| 26 | width | It represents the width of the widget in characters. |
| 27 | wrap | This option is used to wrap the wider lines into multiple lines. Set this option to the WORD to wrap the lines after the word that fit into the available space. The default value is CHAR which breaks the line which gets too wider at any character. |
| 28 | xscrollcommand | To make the Text widget horizontally scrollable, we can set this option to the set() method of Scrollbar widget. |
| 29 | yscrollcommand | To make the Text widget vertically scrollable, we can set this option to the set() method of Scrollbar widget. |

## Methods: We can use the following methods with the Text widget.

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1 | delete(startindex, endindex) | This method is used to delete the characters of the specified range. |
| 2 | get(startindex, endindex) | It returns the characters present in the specified range. |
| 3 | index(index) | It is used to get the absolute index of the specified index. |
| 4 | insert(index, string) | It is used to insert the specified string at the given index. |
| 5 | see(index) | It returns a boolean value true or false depending upon whether the text at the specified index is visible or not. |

# Tkinter messagebox:

# The messagebox module is used to display the message boxes in the python applications. There are the various functions which are used to display the relevant messages depending upon the application requirements.

The syntax to use the messagebox is given below.

**Syntax:** messagebox.function\_name(title, message [, options])

### Parameters:

* **function\_name:** It represents an appropriate message box function.
* **title:** It is a string which is shown as a title of a message box.
* **message:** It is the string to be displayed as a message on the message box.
* **options:** There are various options which can be used to configure the message dialog box.

The two options that can be used are default and parent.

**1. default**

The default option is used to mention the types of the default button, i.e. ABORT, RETRY, or IGNORE in the message box.

**2. parent**

The parent option specifies the parent window on top of which, the message box is to be displayed.

There is one of the following functions used to show the appropriate message boxes. All the functions are used with the same syntax but have the specific functionalities.

### 1. showinfo(): The showinfo() messagebox is used where we need to show some relevant information to the user.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

  top = Tk()

  top.geometry("100x100")

  messagebox.showinfo("information","Information")

  top.mainloop()

**Output:**

![Python Tkinter messagebox](data:image/png;base64,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)

### 2. showwarning(): This method is used to display the warning to the user. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

  top = Tk()

top.geometry("100x100")

messagebox.showwarning("warning","Warning")

  top.mainloop()

**Output:**

![Python Tkinter messagebox](data:image/png;base64,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)

### showerror(): This method is used to display the error message to the user. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

top = Tk()

top.geometry("100x100")

messagebox.showerror("error","Error")

top.mainloop()

**Output:**

![Python Tkinter messagebox](data:image/png;base64,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)

### askquestion(): This method is used to ask some question to the user which can be answered in yes or no. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

  top = Tk()

top.geometry("100x100")

messagebox.askquestion("Confirm","Are you sure?")

top.mainloop()

**Output:**
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### 5. askokcancel(): This method is used to confirm the user's action regarding some application activity. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

  top = Tk()

top.geometry("100x100")

messagebox.askokcancel("Redirect","Redirecting you to www.javatpoint.com")

top.mainloop()

**Output:**

![Python Tkinter messagebox](data:image/png;base64,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)

### 6. askyesno(): This method is used to ask the user about some action to which, the user can answer in yes or no. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

  top = Tk()

top.geometry("100x100")

messagebox.askyesno("Application","Got It?")

top.mainloop()

**Output:**

![Python Tkinter messagebox](data:image/png;base64,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)

### 7. askretrycancel(): This method is used to ask the user about doing a particular task again or not. Consider the following example.

### Example

# !/usr/bin/python3

**from** tkinter **import** \*

**from** tkinter **import** messagebox

top = Tk()

top.geometry("100x100")

messagebox.askretrycancel("Application","try again?")

  top.mainloop()

**Output:**
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**Assignments:**

**Practice Set:**

1. Write a Python GUI program to import Tkinter package and create a window and set its title.
2. Write a Python GUI program to create two buttons exit and hello using tkinter module.
3. Write a Python GUI program to create a Checkbutton widget using tkinter module.  
   Write a Python GUI program to create three single line text-box to accept a value from the user using tkinter module.
4. Write a Python GUI program to create three radio buttons widgets using tkinter module.
5. Write a Python GUI program to create a Listbox bar widgets using tkinter module.

**Set A:**

1. Write Python GUI program to display an alert message when a button is pressed.
2. Write Python GUI program to Create background with changing colors
3. Write a Python GUI program to create a label and change the label font style (font name, bold, size) using tkinter module.
4. Write a Python GUI program to create a Text widget using tkinter module. Insert a string at the beginning then insert a string into the current text. Delete the first and last character of the text.
5. Write a Python GUI program to accept dimensions of a cylinder and display the surface area and volume of cylinder.
6. Write Python GUI program that takes input string and change letter to upper case when a button is pressed.

**Set B:**

1. Write Python GUI program to take input of your date of birth and output your age when a button is pressed.
2. Write Python GUI program which accepts a sentence from the user and alters it when a button is pressed. Every space should be replaced by \*, case of all alphabets should be reversed, digits are replaced by ?.
3. Write Python GUI A program to create a digital clock with Tkinter to display the time.
4. Create a program to generate a random password with upper and lower case letters.
5. Write Python GUI program which accepts a number n to displays each digit of number in words.
6. Write Python GUI program to accept a decimal number and convert and display it to binary, octal and hexadecimal number.
7. Write Python GUI program to add items in listbox widget to print and delete the selected items from listbox on button click. Provide two separate button for print and delete.
8. Write Python GUI program to add menu bar with name of colors as options to change the background color as per selection from menu option.
9. Write Python GUI program to accept a number n and check whether it is Prime, Perfect or Armstrong number or not. Specify three radio buttons.
10. Write a Python GUI program to create a label and change the label font style (font name, bold, size). Specify separate checkbuttton for each style.

**Set C:**

* 1. Write a Python GUI program to implement simple calculator.

**Assignment Evaluation**

**0: Not Done [ ] 1: Incomplete [ ] 2: Late Complete [ ]**

**3: Need Improvement [ ] 4: Complete [ ] 5: Well Done [ ]**

**Signature of Instructor**